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 Microservices enable agile development by dividing internet of things (IoT) 

programs into autonomous components, ensuring fault tolerance and parallel 

operation for enhanced productivity. Their adaptability across diverse 

service types and applications improves IoT system performance. On the 

other hand, the container is the preferred solution for microservices-based 

enterprises. To improve the effectiveness of the deployment system 

presented in our paper 1, we developed a new caching technique to 

significantly optimize the performance of the deployment system and 

automate the sharing and re-using of ready-to-run microservices that have 

been packaged as Docker images. The new caching techniques are 

seamlessly integrated with our deployment system to optimize the 

microservices caching of the IoT application by utilizing Docker-based 

container virtualization and Redis for consistent data sharing. In addition, 

DevOps and versioning tools such as GOCD and GitHub are integrated into 

our system to enhance the automatic deployment of the microservices 

resulting in self-contained, portable, and repeatable IoT microservices. The 

effectiveness of the proposed techniques is evaluated via various 

experiments implemented in various working environments where the 

results show reduced deployment time and the effort required to re-execute 

the microservices, in addition to the reduction of burden and error that occur 

when adopting a manual deployment. 
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1. INTRODUCTION 

Microservices are a collection of small services that come as a result of the fragmentation of a larger 

project or process and perform a precisely defined function [1], [2]. Due to its widespread application in both 

social and commercial domains of life, the IoT is highly well-liked. With the advent of the IoT, everything in 

our environment is viewed as a smart object that communicates with other objects without the need for 

human intervention. These objects will be employed in a wide range of applications, including those related 

to industry, transportation, health, and smart cities [3]. When creating IoT applications, a huge amount of 

data will be produced. This data will need to be processed, and analyzed, in addition to store, so the need for 

services provided by cloud computing has emerged [4]. 

Microservices have been adopted as a working principle for organizing applications that rely on cloud 

computing, and to give the possibility to build and deploy IoT applications in a safe and reproducible manner 

that adapts to the changes and updates that occur during the application deployment process [5]. Adopting 

https://creativecommons.org/licenses/by-sa/4.0/
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microservices enables the IoT application to deal with huge amounts of data and improve the performance of 

the system that is deployed in multiple environments, including the Cloud environment [6]. On the other hand, 

container-based virtualization technology is used to produce lightweight microservices by packaging all the 

software resources, libraries, and other dependencies that the microservices need. Our previous work presented [7], 

shows how containers can be used to support the portability, dynamic deployment, and repeatability of IoT 

applications. Thus, using container-based virtualization, a group of microservices can be fully isolated. 

Therefore, we enable reserving or limiting the use of system resources for a specific microservices group to 

meet its needs in terms of caching, and by using Redis to store data and the possibility of sharing it among the 

container group, the caching process will become optimized and efficient [8], [9]. 

To improve our deployment system, we proposed a new approach for optimizing the performance of 

the system by developing microservices caching for the container-based IoT application by integrating the 

Docker container with Redis, versioning control, and GOCD to deploy the IoT microservices in portable and 

repeatable features. The main contributions of this research are: 

− Enhance the automatic deployment framework on various environments presented in our previous work [1]. 

− Implementing multi-level Docker-image caching for the microservices of the IoT application to enhance 

the performance of the deployment system. 

− Integration of Docker technology with Redis and versioning control to optimize Docker’s image caching. 

 

 

2. RELATED WORKS 

In this section, we will present some details about the most important research and papers that have 

worked within the same field of research presented here, Alam et al. [10] presented a framework to support 

reproducibility, reusability, and on-demand provisioning by integrating physical and logical supplies, and this, 

in turn, will increase the reproducibility feature of the proposed system. In addition, the work presented a 

method for automatic management of system tasks and following up on changes that occur in the system. The 

optimization presented in this work was achieved based on the fact that the tasks performed by the workflow 

in the system share tasks, so adopting the caching principle will speed up the processof workflow provisioning. 

Beltrão et al. [11] highlighted the scheduling methods used for the purpose of scheduling a group of 

containers in systems that depend on containers in their work, and among the most important tools used for 

the purpose of managing these containers in such systems are swarm, k8s, and mesos, and then comparing 

their efficiency in terms of their energy consumption, operating time, access time, time-latency, and load 

balancing for the purpose of obtaining the best way to provisioning the microservices used in Internet of 

Things applications. 

Kałaska and Czarnul [12] relied on K8s for the purpose of deployment between internet of things 

devices and the cloud. Two scenarios were adopted: the first is to use the http protocol and the second is to 

use the amqp protocol to transfer Internet of Things data. It turns out that using K8s may make it difficult to 

deploy an IoT application with regard to the worker requirements of the cluster and master nodes, so it may 

not be suitable for all IoT applications, but if it covers all the required requirements, it will overcome the 

complexities and improve bootstrap time when deploying an IoT application between cloud environment and 

smart Internet of Things devices. 

Ling et al. [13] presented an architecture to achieve modularity and scalability based on container 

technology. By combining the principle of modularity with the coordination provided by Docker Swarm, it 

has become possible to deploy an Internet of Things application in a distributed manner, thus obtaining a 

system capable of adapting to the dynamic changes that occur in the system. In addition, to achieve 

availability by providing several replicas distributed over different environments. 

Neto [14] relied on the FAAS method to implement the set of microservices presented in the system, 

where each microservice of the system was designed as a FAAS. Then, the researchers in this work 

experimented and implemented these microservices and compared them with the case of their 

implementation as one integrated part. In addition to making a comparison of the cost of using both methods. 

De Prado et al. [15] presented a method for designing an architecture based on docker container. 

The designed architecture was used to develop serverless applications that operate in parallel, are event-

driven, and operate on custom environments in which Docker images can be built and executed, such as the 

AWS LAMBADA environment. This serverless architecture was used with container-based technology. 

Applying optimization based on the principle of caching for the purpose of reducing cost and achieving 

higher throughput during the execution of system tasks, especially tasks that need to be executed in parallel. 

Qasha et al. [16] presented a set of tests with a number of clients, considering that they are a group 

of sensors that will send the collected data to the IoT device hive, which will represent the IoT middleware. 

The test was conducted in two different scenarios, the first is deployment based on docker container and the 

second is deployment without using docker container technology. Thus, it became clear through the 
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experiments carried out in this work that using the first scenario led to less burden compared to following the 

second scenario, especially when used with a group of clients in the system. In addition to testing to measure 

performance when expanding it by increasing the number of nodes in the system, taking into account the 

memory needs of the different nodes. Tian et al. [17] presented a model that supports temporary caching of 

microservices at the edge of the Internet of Things network for time-sensitive applications that operate on the 

principle of mobile computing. This model was applied based on "Markov Decision Process MDP" to 

improve the percentage of information presence in microservices and reduce the resulting delay, in addition 

to using the "Distributed Double Dueing Deeep Q Network D3QN" algorithm, which was combined with the 

"Double DQN" and "Dueling DQN" algorithms to solve the equation resulting from "MDP " to produce an 

Internet of Things system with appropriate efficiency. 

Finally, Tang et al. [18], the researchers compared the application of genetic algorithm with 

Cost_greedy, time_greedy, PSO, and Random techniques to solve the problem of deploying IoT applications 

in cloud and bus environments. The goal was to reduce the delay when there are cost constraints. The 

algorithms in this system were applied to “Shanghai Telecom data set”. 

 

 

3. MICROSERVICES CACHING FOR IOT USING DOCKER IMAGE 

The main goal of the proposed approach is to enhance the performance of the provisioning 

framework by optimizing container caching to achieve portability and self-contained reproducibility for the 

system microservices. In addition, the automatic provisioning of the containerized microservices is enhanced 

by achieving a significant reduction in the effort required by a user to re-execute the microservices and the 

overall deployment and enactment time. The main aim of adding caching to the provisioning process is to 

automate the sharing and re-usability of the container-based IoT microservices. 

Our caching techniques tackle the following situations: i) repeatedly using the microservices or 

other IoT components by the same IoT system or by a different one and ii) re-running instances of an IoT 

system in the same environment or on different ones. To realize and explore the optimization of our 

provisioning system, we have implemented the caching techniques such that they are seamlessly integrated 

into our existing system, while the essential components remain unchanged. 

The core functionality of our caching part is the automatic publishing and sharing of the IoT 

application and components in two levels: i) the local execution environment (on-host cache) and ii) public 

cache (online repository such as Docker Hub). Using the two levels of caching ensures the ability to share the 

IoT application and its components with any user either locally or publicly. 

Complex interdependencies significantly complicate cache management and can lead to severe 

inconsistencies if not handled properly. In this research we developed a caching strategy that maintain data 

consistency across dependent microservices, preventing data corruption and application errors. It uses Redis 

as a valuable tool in implementing caching strategies that aim to maintain data consistency across dependent 

microservices. Redis strengthens microservice caching through: 

− High speed: in-memory storage for rapid data access. 

− Flexible data structures: versatile data handling for complex relationships. 

− Real-time invalidation: pub/sub for efficient cache updates across services. 

− Atomic operations: transactions for consistent multiple cache changes. 
 

3.1.  Caching the workflow and task images 

To simplify the sharing of our images, we automate the process of publishing the IoT components’ 

images to ensure their immediate availability, consequently improving the performance of the IoT 

application. The ability to automatically share and re-use those components saves the required time for 

provisioning the full software stack of each microservice or IoT application. Further, the IoT system can 

easily run in other environments. 

As presented in our previous work [1], in the single-container deployment scenario only one image 

will be created which is the IoT system image. Once the creation of this image ends, publishing the image 

will be started to the two cache levels. Specifically, in the single-container scenario, the IoT image is created 

after the provisioning of all components. Following that, the produced image will be pushed to the local and 

public cache to be available for any consequent use. Further, a search procedure has been implemented to 

automatically check the availability of the IoT image at the various cache levels. Therefore, for any 

consequent use in the future, the first step of IoT system deployment is the automatic search for a compatible 

image in the two levels. If the image is available, the framework will directly create a container and 

straightway proceed to task execution. Importantly, if no image is found then a base image is used. In the 

case of a multi-container deployment scenario, we use an approach very similar to cache microservice 

images. Instead of sharing the IoT system image, images corresponding to IoT microservices will be shared. 
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However, the caching of each microservice image starts immediately after the image creation and before the 

start of the next microservice provisioning. Redis is a powerful tool for caching in microservices, but it 

requires careful planning and implementation to ensure data consistency. it's crucial to understand that Redis 

itself doesn't magically solve all consistency problems. It provides the building blocks, and in future, we must 

implement appropriate patterns and strategies such as using Redis Monitoring Tools, e.g., RedisInsight, 

Prometheus, Grafana to track key metrics. In addition to use the Performance Tuning toTune Redis 

configuration parameters, e.g., maxmemory, eviction policy based on monitoring data. 

 

3.2.  Enhancing container-based microservices deployment 

This paper’s goal of enhancing the IoT microservices deployment and implementing Docker-image 

caching has been achieved by adopting the following technologies: 

− Running Docker Containers with Redis Redis is widely used for caching applications, which reduces the 

burden on servers and expedites loading times [19]. It can also act as a message broker to facilitate 

communication between different application components. Redis additionally supports transactions, 

enabling the atomic execution of several processes [20]. In our research, we explore mechanisms for 

verifying the integrity and authenticity of Docker images, such as digital signatures that is used between 

the different environments, content trust by using the CI/CD Pipeline, which has a static analysis, 

vulnerability scanning, and image signing. 

In our previous work [7], the container technology has been integrated with TOSCA specification to 

develop a new on-demand and automatic deployment approach. By using Redis, a newly built Redis instance 

can be launched quickly and simply using Docker to launch the container. Adopting Redis raises some 

valuable features such as facilitating isolation, portability, fast setting up and Tear-Down, versioning, and 

cleaning development settings: 

− Versioning control a system called version control, sometimes referred to as source management or 

versioning control keeps track of and controls changes made to files and software as time passes. Keeping 

track of various source code versions is a common practice in developing software, enabling multiple 

programmers to work together on the project and effortlessly control changes [21]). 

In this work, we use versioning control as an essential tool for effective, modification tracking, code 

review, and code stability in developing our framework, It keeps track of all modifications in a well-

organized manner: 

− GoCD for Continuous Integration and Deployment For the “continuous integration and deployment” 

(CI/CD) procedures, GoCD is a wellliked open-source solution [22], [23]. GoCD has been utilized in this 

work to streamline software delivery automation. By exploiting the capabilities provided by it, we are 

capable of accelerating delivery time, the ability to cope with failures and to configure and flexibly 

deploy microservices. Microservice container development, testing, and deployment will be made 

possible by the seamless integration of Docker Container with GoCD [24]. In addition, GOCD allows 

coordinating the configuration process, deploying and updating all the microservices in the system in 

parallel, even in case of a conflict between the microservices tasks employed in the system [25].  

In this work, we have integrated and utilized these technologies to achieve confidential delivery, 

configuration, and deployment efficiently and smoothly for all microservices used in the system. 

The versioned microservices are inherently dynamic. Changes in code, APIs, and dependencies 

mean that cached data can quickly become obsolete or incompatible. This creates a tension between the 

performance benefits of caching and the need for data accuracy and consistency. In this research, we 

overcome these issues by adopting the following points: 

− Store version metadata alongside cached data, allowing services to perform runtime compatibility checks. 

This would enable services to detect and handle incompatible cached data. 

− Integrate caching considerations into deployment pipelines. This would involve automatically 

invalidating or migrating caches during deployments. 

 

 

4. EVALUATION 

4.1.  System setup 

The work involved conducting multiple experiments to test the deployment of the suggested IoT 

microservices, which use DHT11, Gaz, sound, and flame sensors to monitor the surrounding environment. 

To gather the necessary IoT data, we use a Raspberry Pi 4 with 4 Giga storage. It runs Docker 20.10.7 and 

the Ubuntu distribution versioning 20.4 LTS of Linux. The researcher also utilizes an AWS EC2 instance 

running Ubuntu distribution of Linux version 22.4 LTS and Docker 20.10.7 in the cloud-based environment. 
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4.2.  Caching for different provisioning scenarios 

The testing experiments utilized in this work are carried out in two scenarios: Monolethic approach, 

in which every sensor task is handled by a single monolethic program. Microservices approach, in which one 

microservice is used for every sensor task. In both experiments, the implemented IoT system is hosted on 

various environments: Raspberry Pi for data collection, Edge node for data preprocessing, and Cloud node 

for data visualization. 

Container-based virtualization is used to implement the suggested IoT system from data collection 

to data visualization in the hosted environments for the two cases (monolithic and microservices). In the IoT 

application deployment with a monolithic approach, the deployment scenario requires fewer computer 

resources such as disk storage and memory, since only one Docker image is required to build a single 

container that hosts all of the IoT components and their dependencies. When employing a monolithic 

approach, every task from all sensors used is bundled into a single container. A single basic Python image is 

used, and the sensor tasks for management and their associated dependencies are integrated into the 

container. Figure 1 illustrates how to create this container, beginning with acquiring the basic image and any 

necessary tools, libraries, and artifacts. All tasks within the container go through the same procedure of 

downloading these prerequisites again. To conserve space, the container will be completely erased or 

destroyed once all of the actions inside of it have been accomplished. 

 

 

 
 

Figure 1. Monolithic approach for implementing the system containers 

 

 

The second method packages each sensor’s tasks into a self-contained Docker container and is 

considered a microservice. Therefore, each container includes all necessary activities, dependencies, and 

tools to manage the data from a single sensor. Every IoT application task will adhere to the particular 

deployment strategy. First, the basic image was downloaded from the internet repository. Next, all the 

software libraries, artifacts, and tools required for this work were downloaded. In general terms, Docker 

containers are transient; without using a volume, data is lost when containers are removed. 

The system that is built during the work supports both cases. In both cases, GOCD relies on 

completely automating the publishing process, starting with the process of searching and obtaining the 

required images, then implementing the necessary steps to obtain the required results from the IoT 

application, and completing all the containers within the system. The optimization process here is done by 

relying on Redis to cache the images present in the system. Usually, preparing the images and uploading 

them to Docker Hub is preferable, as it is easier than building new images from scratch. Then, by using 

Redis, all containers in the system will access these images and the data that deals with them. By using 

containers and adopting the monolithic method, the time taken to implement and deploy the IoT application 

is less compared to using microservices, especially when all application tasks share all dependencies, 

including the libraries and programs used, provided that no conflict occurs between the needs of the tasks of 

the proposed application. 

 

4.3.  The impact of multi-caching cases on the iot deployment with different scenarios 

In this section, the effect of our caching techniques is highlighted on the deployment of an IoT 

application on three environments: data-gateway (Raspberry Pi device), edge, and cloud with two 

deployment scenarios: monolithic and microservices. The IoT applications have been deployed in separate 

environments with three different cases: 
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− Deployment with base-image: in this case, the IoT application has been deployed with an empty cache, 

and a base image is used to create the containers for the IoT components on Monolithic and 

Microservices scenarios. In this deployment case, the images are created automatically from the IoT 

containers and pushed to the Docker Hub. 

− Deployment with on-host cache: in which the IoT application is deployed using images available from the 

on-host cache in the execution environment. 

− Deployment with Public cache: in this case, the IoT is deployed using images in Docker-Hub. 

Figure 2 presents the results of deploying time for the IoT application with the two scenarios and the 

three cases. The results show the impact of the caching on the deployment time. In detail, the case of 

deployment with an on-host cache has the most significant influence on the deployment time which can be 

recognized as the shortest time compared with the full deployment case. The deployment with a public cache 

also significantly impacts the deployment time with slight differences between the two deployment scenarios. 

Deployment with on-host cache the two scenarios require less time than using the deployment with public-

cache because of the time required to download the images from the Docker-Hub servers. 

 

 

 
 

Figure 2. The execution time for monolithic and microservices scenarios 

 

 

4.4.  STORAGE RESOURCES FOR THE DEPLOYMENT SCENARIOS 

As we have mentioned in section 3.2, building and deploying containers to implement operations 

using microservices will take more time than using the monolithic method. However, in the monolithic 

method there is no type of isolation for the tasks involved in the application, and this in turn will lead to 

unwanted security problems. However, using this method, the researchers will need fewer system resources 

to deploy the proposed application, especially regarding the use of memory and hard disk, in addition to that 

all the offices and software used that are shared between the application tasks will be downloaded and 

installed once and then used by the tasks. By adopting the microservices method, the deployment 

environment will be secure and isolated for each task by using a dedicated container for each microservice to 

pack its dependencies. Thus, this method enables us to execute more than one task at the same time, even in 

the event of a conflict between tasks. In any case, using a dedicated container for each microservice may lead 

to an increase in system resource consumption compared to using the monolithic method. Figure 3 shows the 

storage consumption for the two methods. 

 

4.5.  Using relevant reliability metrics for effectiveness evaluation of the deploymen scenarios 

For The effectiveness evaluation of the deployment scenarios applied in this research, a 

comprehensive assessment that includes metrics like mean time between failures (MTBF), which is used to 

track the time between failures and calculate the average. We use it to compare different deployment 

scenarios of the system. The second metric is mean time to recovery (MTTR), which is used to measures the 

average time it takes to restore the system after a failure. A lower MTTR indicates faster recovery and less 

downtime. Finally, the third metric is Availability, which is used to measures the percentage of time the 
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system is operational. A higher availability percentage indicates a more dependable system. The results of 

these evaluation is illustrated in the Figure 4. 

 

 

 
 

Figure 3. Storage consumption for monolithic and microservices approaches 

 

 

 
 

Figure 4. Effective evaluation using reliability metrics 

 

 

5. CONCLUSION  

This paper introduces an optimized microservices deployment system, enhancing performance and 

automation by adopting Docker-image caching for the IoT system. It proposes a novel framework that 

merges version control, automated deployment, and Docker technology to combat IoT application decay. The 

system improves performance, repeatability, and the sharing and reusing of applications by automatically 

recognizing tasks and container images. Our tests validate the methodology and highlight the benefits of the 

proposed optimizations, showing that image caching and automated microservices deployment accelerates 

provisioning in various scenarios. 

Our future work aims to incorporate container orchestration tools and expand to larger IoT 

applications, leveraging AI technologies for data processing, analysis, and visualization. 
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