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 A secure code review is a process of software development involves 

systematic examination of application code. However, web applications 

evolving of cyber threats makes it challenging to conduct adequate security. 

Therefore, this paper conducts a comprehensive secure code review analysis 

to protect any crucial aspect of web security from potential threats and 

vulnerabilities. The application code is scanned for security issues during the 

real review, and the results are classified according to the areas of 

vulnerability. As a result, the application code risk level and list of risk 

categories were defined. This result assists in prioritizing issues for 

resolution, beginning with the most critical problems to lower risk levels. 

Next, a list of risk categories that give the most significant security 

vulnerabilities affecting application codes is defined. SQL injection, weak 

password handling, insecure direct object reference, information exposure, 

improper session management, missing input validation, deprecated 

functions, and lack of comments are defined as a risk category. Moreover, 

the result of application code weakness in the security of the application 

code is determined based on the level of risk and categories. Thus, the 

analysis result offers the developers a clear perspective on protecting the 

web applications from threats and vulnerabilities. 
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1. INTRODUCTION 

Web applications play a critical role in modern digital ecosystems, supporting essential services 

across various industries. Strict measures must be taken at every level of the software development lifecycle 

because of the widespread use of these devices, which often makes them the target of security attacks. One 

crucial approach to safeguarding web applications is secure code review, a process in which developers 

analyze application code to identify and mitigate security vulnerabilities, enhance code quality and ensure 

compliance with security standards [1]. This process is essential for safeguarding web applications, 

especially those handling sensitive data, from potential cyber threats and attacks [2]. However, the 

complexity of modern web applications and the constantly evolving nature of cyber threats make conducting 

effective security reviews challenging [3]. Furthermore, ongoing training helps developers stay informed 

about the latest security threats and best practices. Incorporating security measures early in the development 

lifecycle helps establish a strong foundation for secure coding [4]. 

One of the main objectives of secure code reviews is to identify and fix security vulnerabilities before 

deployment. Therefore, this process helps prevent common threats such as SQL injection, cross-site scripting 
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(XSS), and cross-site request forgery (CSRF), which could compromise sensitive data and system security [5]. 

Optimizing secure ode review techniques for real-world use is still difficult, despite prior research 

emphasizing the need of early security implementation and ongoing developer training. This study explores 

secure code review, evaluating their effectiveness and suggesting improvements to enhance web application 

security. By implementing secure code review practices, developers can adopt best security measures, such as 

enforcing secure authentication mechanisms, validating user inputs, and managing sessions securely, all of 

which contribute to strengthening web application security. Conducting thorough secure code reviews is 

important to keep web applications strong and safe, especially as cyber threats continue to evolve [6]. 

 

 

2. LITERATURE REVIEW  

Code review is an integral part of software development [7]. The developers examine source code in a 

systematic approach to find bugs, improve code quality, and make sure standards are followed. Reviews of the 

code are an essential part of web security because they keep applications safe from threats and holes [8]. Web 

applications are easy targets for hackers because they handle a lot of private data and are used by many people. 

Therefore, code reviews are important for finding vulnerabilities before they happen [9]. The main goal of code 

reviews to find and fix security holes before the code is deployed. Moreover, adopting a proactive approach 

helps mitigate risks such as SQL injection, XSS, CSRF, and other common vulnerabilities that could enable 

hackers to compromise data or breach security [10]. 

Code reviews significantly improve web application security by ensuring developers follow the best 

practices for security, such as using secure authentication methods, validating input, and managing sessions 

securely [11]. Code reviews also improve code quality by encouraging code to be straightforward, easy to 

update, and work well. Moreover, it encourages team members with the developer to work together and share 

what they know, which helps everyone understand security principles and practices better [12]. A structured 

review method looks at all the code, gives helpful feedback on security issues, and checks the fixes to ensure 

the problems are fixed correctly. 

The complexity of current web applications and the constantly changing cyber threats make it hard 

to do effective security. Security practices early in the development lifecycle help to set the stage for safe 

code. Previous studies have mostly examined automatic and manual code reviews independently, each with 

unique advantages and limitations. By examining big codebases, automated technologies effectively find 

typical vulnerabilities like SQL injection and XSS [13]. Nevertheless, they frequently produce false positives 

and might fail to notice context-specific security vulnerabilities. Conversely, manual reviews enable skilled 

developers to properly examine the code, identifying logical errors and business logic weaknesses that 

automated methods could overlook. Therefore, developers must stay updated on the latest security threats and 

protection measures by participating in regular training sessions [14]. To overcome these problems, a mix of 

automated tools for quick identification and hand inspection for more in-depth analysis [15]. Thus, the study 

conducts a comprehensive code review analysis of web security by integrating various techniques, providing 

a solid foundation for web application security [16]. 

 

 

3. OBJECTIVES 

There are two main objectives to be achieved in this study. Here are the objectives: 

a) To identify the risk level and categories from the secure code review affect the lack of security  

b) To examine how application code development affects the resistance to cyber threats  

 

 

4. METHOD 

The secure code review process follows a structured approach to ensure a systematic evaluation of 

web applications before deployment. This study involves a combination of manual and automated techniques 

to identify security vulnerabilities effectively. The methodology consists of several key stages, including the 

selection of multiple web applications developed by the developer to ensure diversity in codebases and 

security implementations. Applications with different architectures, programming languages, and frameworks 

are included to enhance the study’s generalizability. The secure code review is to identify security 

weaknesses resulting from missing or inadequate security controls, which may compromise the application's 

resistance to cyber threats [17]. Rather than attempting to identify every possible flaw, the review prioritizes 

the detection of key vulnerabilities that indicate broader security risks. The methodology adopts a 

comprehensive classification of security threats, which helps in creating a more systematic approach to 

secure coding. Security analysts manually examine the source code to detect security flaws in authentication 

mechanisms, data validation, and session management [18]. Identified security risks are documented in 
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dedicated spreadsheets, categorized based on severity, and assigned risk ratings. Common vulnerabilities are 

verified through cross-checking, while less frequent security issues undergo group reviews for validation. 

This process directly supports the objective of identifying risk levels and categories that contribute to the lack 

of security in web applications. 

The combination of manual and automated techniques ensures comprehensive vulnerability 

detection [19]. Manual reviews help identify logic-based security issues that automated tools might overlook, 

while automated tools enhance coverage and efficiency. Each identified security issue is assessed based on 

predefined risk criteria, considering factors such as exploitability, impact, and remediation complexity. Risk 

reports include severity ratings and recommended mitigations to address identified issues. By systematically 

identifying and mitigating potential security vulnerabilities, the secure code review strengthens web 

application security [20]. Furthermore, it enhances developers' awareness of security issues, contributing to 

the development of more resilient applications. Security risks are greatly decreased by best practices such 

strong data validation, secure authentication, and appropriate session management. Ensuring adherence to 

these principles protects user data and maintains the credibility of web applications. Finally, the review 

directly addresses the objectives of the study by evaluating the effectiveness of security implementations in 

web applications and making a comprehensive classification of security threats, which helps in creating a 

more systematic approach to secure coding [21]. This approach aligns with the studies aims to identify 

vulnerabilities and improving application security resilience. The methodology stage consists of defining 

objectives, outlining the review process, and analyzing the study outcomes, as illustrated in Figure 1. 

 

 

 
 

Figure 1. Methodology stage 

 

 

5. RESULTS AND DISCUSSION 

The analysis starts by viewing the code created by the developer and examining the code's lack of 

security, which can cause a cyber threat. The analysis of the code risk levels is divided into four categories: 

high, medium, low, and informational, as illustrated in Figure 2. The findings show high risk consists of ten 

findings with the most prominent effect and needs quick attention to stop significant security breaches and 

system failures. The medium risk showed nine results that essential problems must be fixed immediately. 

Low Risk has one finding that points to minor bugs in the code that need to be fixed to keep the code quality 

high. Two findings for informational research are not vulnerabilities but helpful observations for best 

practices ideas. Furthermore, this result helps prioritize problem fixes, starting with the most critical issues 

and moving to those with lower risk levels [22]. 

Moreover, Figure 3 shows the list of risk category findings and highlights the most significant 

security vulnerabilities identified during the secure code review. The most common are and missing input 

validation, which are shown in seven cases [23]. Therefore, it shows that bigger problems must be fixed 

because attackers could easily run flaws at any SQL command and take advantage of the fact that input is not 

being appropriately checked, which would be a significant security breach [24]. Weak password handling and 

improper session management were found two times, which shows that keeping user sessions and private 

information safe is not strong enough. Weak password handling, insecure direct object reference, information 

exposure, deprecated functions, and lack of comments are some less common but still important results. 

Although these problems are less frequent, they still pose significant risks that must be addressed [25]. 
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Figure 2. Risk level finding 

 

 

 
 

Figure 3. List risk categories 

 

 

Moreover, the application codes were analyzed by the secure code reviewer, and the weak security 

of the application code development was defined. Based on the analysis, the higher risk code categories of 

resistance effects are shown in Table 1. The study revealed SQL injection is the weakness of the software, 

which constructs SQL commands using externally influenced input without proper neutralization of unique 

elements that could modify the intended SQL command. Moreover, weak password handling must be 

stressed to avoid cryptographic failures for plaintext password storage. The weakness is that the software 

stores sensitive data, such as passwords, using a reversible encoding rather than a one-way hash [25]. 

Furthermore, in insecure direct object reference, broken access control occurs in broken access 

control, which is authorization bypass through a user-controlled key. The weakness of the application is that 

it does not correctly verify if a user is authorized to access the resource it is requesting. Moreover, 

information exposure affects sensitive data exposure for information exposure. The weakness is the software 

does not adequately protect sensitive data from unauthorized access during its lifetime. 

Moreover, Table 2 shows the analysis result of the resistance effects of the medium-risk code 

categories, which consist of improper session management and missing input validation. The improper 

session management in cryptographic failures shows the weakness in plaintext storage of a password where 

the software stores sensitive data such as passwords using reversible encoding rather than a one-way hash. 

Moreover, missing input validation shows that the code created is not an improper input validation where the 

weakness of the software does not properly validate inputs, which can affect and control the flow of the 

program. 

Moreover, Table 3 shows the resistance effects of the informational code categories, which consist 

of deprecated caused by the security logging and monitoring failures, which are the effect of potentially 

dangerous functions where the application uses deprecated functions that of deprecated functions and a lack 

of comments. From the analysis shown the deprecated functions are caused by security logging and 

monitoring failures, which are the effect of potentially dangerous functions where the application uses 

deprecated tasks that might not be supported in future programming language versions and may have known 

vulnerabilities [15]. Furthermore, the lack of comments affects the security logging and monitoring failures 

for suspicious comments. It involves the application's lack of comments explaining complex code sections, 

which can lead to difficulties in maintenance and debugging. 
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Table 1. High-risk code categories resistance effect 
Categories Application code Description Risk 

SQL injection 

$sql = “INSERT INTO 
‘transaction”(item’,’amount’, ‘type’, 

‘email’, ‘date’)VALUES 

(‘$item’,’$amount’,’$type’,’temp’,’$date”)”; 

User input variables are directly 
concatenated into the SQL query 

without proper sanitization or use of 

prepared statement 

High 

Week password 
handling 

$sql = “UPDATE ‘user’ SET 

‘password’=’$password’ WHERE ‘email’= 

‘$id” 

The new password is stored in 

plaintext in the database 

High 

Insecure direct 

object reference 

$d = $_GET(‘id’) 

$sql = “DELETE FROM ‘transaction 

WHERE id = “$id”; 

The transaction ID from the URL 

parameter is used directly in an 

SQL DELETE query without 
verifying user permissions 

High 

Information 

exposure 

if ($row ==1) { $_SESSION[‘sess’} = 

$email; $_SESSION [‘notify’] = ‘1’; header 
(“location: ./ ./ dashboard.php”); ) else ( 

$_SESSION [‘notify’] = ‘2’; header 

(“location: ./ ./login.php”);} 

Error messages reveal sensitive 

information 

High 

 

 

Table 2. Medium-risk code categories resistance effects 
Categories Application code Description Risk 

Improper session 

management 

SESSION_START(); The session is started without 

regenerating the session ID upon 

successful login 

Medium 

Missing input 

validation 

$type= $_POST[“type’]; 

$item=$_POST[‘item’] 

$amount = $_POST [‘amount’] 

The session is started without 

regenerating the session ID upon 

successful login 

Medium 

 

 

Table 3. Informational risk code categories resistance effects 
Categories Application code Description Risk 

Deprecated functions $conn= mysql_connect (‘localhost’, ‘root’,”,’mt’); The mysql_connect function is 

deprecated 

Informational 

Lack of comment $sql =”UPDATE ‘user’ SET ‘name’ = “$name”, 

‘email’= ‘$email WHERE ‘email’= ‘$teemp”, if 
($conn-> query ($sql) === TRUE); 

The code performs a series of 

operations without any comments 
explaining the logic 

Informational 

 

 

The findings of this study highlight the critical importance of secure coding practices in mitigating 

security vulnerabilities before deployment. The analysis confirms that proper input validation, the use of 

structured SQL queries, password hashing, session ID regeneration, and continuous code updates are 

essential in preventing security threats. A key finding is that strict input validation effectively prevents XSS 

and SQL injection attacks, reinforcing the necessity of implementing prepared statements to ensure user input 

is treated as data rather than part of SQL commands [19]. Additionally, the study underscores that adding a 

unique salt to passwords before hashing enhances security, ensuring that even if a hash is compromised, the 

original password remains protected. These findings align with well-established security guidelines, 

demonstrating that adhering to best coding practices significantly reduces security risks in web applications. 

In contrast to earlier studies, which frequently offers broad security advice, this study provides a 

systematic and categorized way to find and classify vulnerabilities according to their relevance. This allows 

developers to effectively allocate resources toward the most critical security risks. One of the study’s 

strengths is its comprehensive classification of security threats, which helps in creating a more systematic 

approach to secure coding. However, a notable limitation is its reliance on static code analysis,  

which may overlook runtime vulnerabilities and emerging threats [22]. The results also show that poor 

session management and inadequate password handling are more common than expected, indicating that 

even basic security precautions are frequently disregarded in practical applications. Furthermore, despite 

current development norms restricting such practices, the continued use of obsolete functions and the absence 

of adequate code documentation point to ongoing security oversights. These unexpected results highlight the 

need for greater awareness and enforcement of security best practices among developers.  

By integrating both automated and manual review techniques, this study enhances the accuracy and 

efficiency of secure code analysis. Automated tools allow for quick detection of common vulnerabilities, 

while manual reviews provide deeper insight into logic-based security flaws [25]. This combination ensures a 

more comprehensive approach to securing web applications, reinforcing best coding practices and 

strengthening cybersecurity defenses. 
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This study successfully achieves its goal of emphasizing the importance of secure code reviews in 

reducing cybersecurity risks and strengthening web application security. It provides an effective structure for 

developers, organizations, and cybersecurity experts to enhance their security strategies through proper input 

validation, secure session management, and strong authentication mechanisms. To enhance the effectiveness 

and precision of secure code reviews, future enhancement need explores artificial intelligence (AI)-enhanced 

tools and dynamic security testing approaches. By continuously refining security techniques, the industry can 

stay ahead of evolving cyber threats and ensure the long-term security and resilience of web applications.  

 

 

6. CONCLUSION  

In conclusion, carefully reading and looking over the application code developed by the developer 

by hand during the review is essential. The secure code review revealed several security holes requiring 

immediate attention to improve security and code quality. Identifying and addressing these vulnerabilities at 

an early stage helps prevent potential cyber threats that could exploit weaknesses in the system. Using the 

analysis requires immediate attention to improve. From that, code quality can enhance by encouraging 

straightforward, easy-to-update, and well-functioning code. Consequently, the developer needs to review all 

the code and security methods to ensure the security problems are fixed correctly. By integrating automated 

tools alongside manual reviews, developers can enhance accuracy and efficiency in detecting security flaws, 

leading to more secure and resilient applications. A strong secure coding culture within development teams 

ensures long-term security benefits and adopts accountability among developers. Therefore, secure code 

reviews are very important for keeping users' trust and protecting private data because they find bugs before 

they happen, follow best practices, and encourage a culture of constant improvement. Thus, developers can 

make their web applications much safer by following these rules. These rules will protect against standard 

security holes and give developers a strong defense against threats. Additionally, organizations should invest 

in regular security training programs to keep developers updated on the latest threats and protection 

strategies. Lastly, continuous monitoring, regular updates, and thorough testing are necessary to maintain the 

security and integrity of an application in the long term. A proactive approach to security not only protects 

applications from cyberattacks but also strengthens the overall digital ecosystem by reducing security risks at 

a larger scale. 
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