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 Big data is a set of technologies and strategies for storing and analyzing 
large volumes of data in order to learn from it and make predictions. Since 
non-relational databases such as document-based have been applied in 
various contexts, the privacy protection must be taken into account by 

strengthening security to prevent the exposure of user data. In this paper, we 
focus mainly on secret sharing scheme that supports secure query with data 
interoperability to design a practical model for document-based databases, 
especially MongoDB. This approach, being based on secure query 
processing by defining elementary and suitable operators, allows us to 
perform operational computations and aggregations on encrypted data in the 
non-relational document database MongoDB. The obtained results, in the 
present work, could find places in various fields where data privacy and 
security are primordial such as healthcare, cloud computing, financial 

services, artificial intelligence and machine learning, in which user data 
remains secure and confidential during processing. 
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1. INTRODUCTION 

Deploying a database in the cloud offers scalable, flexible, and cost-effective solutions 
for storing and processing data. It can reduce operational overhead and enable organizations to 

focus on their core applications. However, the outsourcing of private data storage and processing 

to third-party cloud providers introduces significant security and privacy risks. It exposes sensitive 

data to potential unauthorized access by external attackers or malicious insiders. Security and 

privacy in the cloud environment remain paramount for users who rely on these services for 

sensitive data management. Encrypting data before sending it to the cloud is a crucial measure to 

address the privacy and security challenges of cloud-based databases. These measures allow 

organizations to secure their data and protect it against both external threats and insider risks. 

However, querying encrypted data and performing secure computations directly on ciphertext 

present significant challenges and several schemes and techniques have been proposed for 

processing encrypted data in relational and NoSQL (Not Only SQL) databases [1], each with its 
strengths and limitations. These approaches allow for secure operations on encrypted data by 

performing aggregate queries over encrypted data. NoSQL is designed to handle large volumes of 

data and to store a wide variety of data types. Moreover, it provides significant advantages in 

https://creativecommons.org/licenses/by-sa/4.0/
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terms of flexibility and scalability. However, it introduces unique security challenges that 

organizations must proactively address [2]-[4]. 

In relational database, several models have been proposed to ensure Transparent Data 

Encryption (TDE). These models offer solutions to provide security for data in-use by secure 

query processing over encrypted such as CryptDB [5]. CryptDB employs various encryption 

schemes depending on the operations needed on the data. Additive homomorphic encryption used 

in cryptDB enables limited arithmetic operations directly on encrypted data because multiplication 
and division are challenging to handle with partial homomorphic encryption. According to [6], 

MONOMI divides the execution of the query into two parts: one part consists of queries to be 

performed on outsourced encrypted data, and the other part involves executing queries on 

decrypted data on the user's side. El Bouchti et al. [7] propose a new implementation solution to 

protect encryption keys within DBMS by using a master key generated via an encryption on a 

table or a column. Omran [8], have proposed approaches based on dividing table attributes into 

multiple sub-columns according to the domain values of each attribute. It enables different queries 

using an order-preserving mapping fonction. A key limitation of such approaches is that they 

support only research on ciphertext. 

Alternatively, Xuet al. [9] have adopted an additive homomorphic asymmetric 

cryptosystem to conceive an encrypted MongoDB called cryptMDB. It cannot support complex 

aggregations or operations on encrypted data due to the limitations of partial homomorphic 
encryption. Almarwani et al. [10] the autors propose a model known by a Secure Document 

Database (SDDB) for document-based databases which ensures an interrogation of encrypted data. 

Fully Homomorphic Encryption allows computation to be performed on encrypted data without 

putting it at risk. It has a potential to solve security issues and privacy-preserving data processing 

[11]-[16]. However, maintaining this property is challenging because fully homomorphic 

encryption also presents several challenges including performance overhead, complexity of 

implementation, several limitations in particular high latency and efficiency [17]-[20].  

Wong et al. [21] have proposed SDB a secure query processing system that supports data 

interoperability. It divides data into sensitive and nonsensitive, with only sensitive data being 

encrypted allowing different operators of computation. The main idea of SDB is to split the 

sensitive data into two shares, one share is kept by the data owner (DO) and the second is kept by 
the service provider (SP). The encryption scheme used by SDB supports data interoperability by 

allowing queries on encrypted data without decrypting it. Similar studies can be found in [22]. It 

turns out that SDB provides data interoperability, making it possible to process complex queries 

by using an asymmetric secret-sharing scheme. It is a proxy between the user and the database. 

The SDB proxy is responsible for storing the column keys for sensitive data in its key store and 

rewriting SQL operators that involve sensitive columns to their corresponding user-defined 

functions (UDFs) [23], finally submitting the rewritten queries to the service provider (SP). The 

SDB system adopts an approach based on the secure multiparty computation (SMC) model and 

the secret sharing. Moreover, it prevents an attacker from recovering any sensitive data from their 

encrypted values. The cryptographic process of the secret sharing consists, on the one hand, of 

generating the item key encryption for each cell identified by the row number in each sensitive 
column on the other, of sharing the computation of the encrypted value from its plaintext one.  

In the present investigation, we apply the cryptographic tools of SDB on a document-

based database, referred to as secure query processing on document-based database MongoDB 

(SMDB). Employing SDB principles to MongoDB enhances data security and privacy, secure 

query processing in encrypted document-oriented databases. Our contribution is based on 

processing data using a secret sharing encryption scheme to perform operational computations and 

aggregations on encrypted data without revealing its content in non-relational document databases. 

In particular, the present investigation could solve a relevant problem in data security by 

preserving privacy. We expect that it could find a place in the bridging scenario of the 

cryptography and security in order to maintain data privacy such as financial and medical  

records [24]-[27]. 

 
 

2. METHOD 

2.1.  The proposal model 

In this section, we present the architecture of SMDB being illustrated in Figure 1. In 

addition, we describe in details the encrypted tool which is the subject of the present investigation 

in this paper. In particular, the cryptographic tool will be studied. 
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Figure 1. SMDB architecture 

 

 

Here, the cryptosystem used in SDB is adopted. In SMDB, we use a common encrypted 

tool proposed in the reference [17]. This allows us to perform multiple operations on encrypted 

data. Before that, we consider the following materials. Specifically, g is a secret number and n is a 

public key being generated according to the RSA cryptosystem. n = pq is a large positive integer 
where p and q are prime numbers. In this way, g denotes a random number co-prime with n. To 

start, we take a sensitive field F of the collection COL in document-oriented database DB. In 

document-oriented database like MongoDB, each document includes a unique _id field. The latter 

is a simple identifier being generated automatically. It can be used to retrieve a document. 

Moreover, it can be considered as the first field of such a document which acts like a primary key. 

The document could involve several sensitive fields. In order to elaborate simplified analysis, we 

assume that the documents of collection myCOL have only one sensitive field F illustrated by: 

{_ID: "value", "F": "value"      // sensitive field, Other fields: 'data' } 

We exploit two types of keys being field key and document encryption key. Indeed, the field key 

represents a pair of random number randomly generated by DO (Data Owner) for each sensitive 

field. As an example, we consider a sensitive field F. Indeed, we denote by fkF = ⟨m|x⟩the field 

key of F where m and x are two random number such that 0 ≤ m, x ≤ n. 

Document Encryption Key denoted by DK F  is the item key to encrypt and decrypt the 

sensitive field F in each document. It can be generated from the field key fkF < m, x > and _id of 

document such that 0 ≤ _id ≤ n according to the following relationship: 

 

𝐷𝐾𝐹 = 𝑘𝑒𝑦_𝑔𝑒𝑛(𝑖𝑑, 𝑓𝑘𝐹(𝑚, 𝑥)) = 𝑚𝑔(𝑖𝑑 𝑥 𝑚𝑜𝑑 𝜙(𝑛))𝑚𝑜𝑑 𝑛.  (1) 

 

It is denotedthat DKF varies with the _id document. Certain notations will be used. 𝑉 represents 

the plaintext of the sensitive filed which must be stored in an encrypted form. Ve denotes the 

encrypted value of 𝑉 and DKF
−1 denotes the modular multiplicative inverse of DKF

  such as: 

 

𝐷𝐾𝐹 . 𝐷𝐾𝐹
−1 = 1 𝑚𝑜𝑑 𝑛. (2) 

 

The value of the sensitive field is encrypted by the public key FDK as: 

 

𝑉𝑒 = 𝐸𝐷𝐾𝐹
(𝑉) = 𝑉. 𝐷𝐾𝐹

−1 𝑚𝑜𝑑 𝑛 (3) 

 

The decryption process is given as follows: 

 

𝐷𝐷𝐾𝐹
(𝑉𝑒) = 𝑉. 𝐷𝐾𝐹𝑚𝑜𝑑 n = 𝑉. 𝐷𝐾𝐹 . 𝐷𝐾𝐹

−1𝑚𝑜𝑑 𝑛 =  𝑉𝑠 . (4) 

 

The_id of document is used to encrypt the value of the sensitive field F. Thus, the 

identifier _ID itself must be encrypted. It does not need to be encrypted in the same way as 

sensitive fields. To illsutre this scenrio, Figure 2 shows the process of encrypting the values of the 

field F in each document into encrypted values. 
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Figure 2. Encryption of field F in each document (n=55 and g= 3). 

 
 

2.2.  Secure operators in encrypted document-database 
In this subsection, we provide relevant details of SMDB by giving comprehensive 

description and implementation of secure operators. 

 

2.2.1. Multiplication operator (×) 

First, we consider a collection called myCol in the document oriented database myDB 

containing two sensitive fields A and B as follow :{ _id:"", "A": "Encrypted value", "B": 

Encrypted value"}, fkA = ⟨mA|xA⟩ and fkB = ⟨mB|xB⟩are their key fields respectively. 

Suppose a user send the following MQL (MongoDB Query Language) query to calculate the 
multiplication of the field A and the field B over encrypted values: 
 

myCol.aggregate( [ { $project:         {_id:1, R: { $multiply: [ "$A", "$B" ] } } } ] ) 
 

First, the proxy rewrites and sends a rewritten query to MongoDB. Now, we show how 

this scenario works. Indeed, we consider R as the output field containing the result of the 

multiplication of the fields A and B in the encrypted form R=A×B. For a document identified by 

id, a and b are the plaintext values of fields A and B, respectively. However, ae and be denote 

their encrypted values stored in the database. Take r being the plaintext value of the output field 

Rsuch that r = a × b. Let re be the encrypted value of nR given by 𝑟𝑒 = 𝑎𝑒 × 𝑏 𝑒 . 

MongoDB executes the MQL query over encrypted data and returns results to the proxy server. 

For each document, the query computes the product of the encrypted values ae and be and returns 

the result re which should be stocked in the output field R. This scenario is illustrated in Figure 3. 
 
 

 
 

Figure 3. The multiplication of two sensitive fields. (n=55 and g= 3) 
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The proxy server constructs the key field fkR of R according to the following relationship: 
 

𝑓𝑘𝑅 = ⟨𝑚𝐴 × 𝑚𝐵|𝑥𝐴 + 𝑥𝐵⟩. (5) 
 

It determines the document key DKR. The later is the key used to decrypt the field R in each 

document identified by _id as follows: 𝐷𝐾𝑅 = 𝑚𝐴 × 𝑚𝐵𝑔𝑖𝑑(𝑥𝐴+𝑥𝑏)(𝑚𝑜𝑑 𝑛) which is equivalent 

to: 𝐷𝐾𝑅 = 𝐷𝐾𝐴. 𝐷𝐾𝐵(𝑚𝑜𝑑 𝑛). Indeed, we have : 
 

𝑟𝑒 . 𝐷𝐾𝑅  = 𝑎𝑒 . 𝑏𝑒. 𝐷𝐾𝑅 = 𝑎. 𝐷𝐾𝐴
−1. 𝑏. 𝐷𝐾𝐵

−1. 𝐷𝐾𝐴. 𝐷𝐾𝐵(𝑚𝑜𝑑 𝑛) = 𝑎. 𝑏(𝑚𝑜𝑑 𝑛)  

𝑟𝑒 . 𝐷𝐾𝑅 = 𝑟. (6) 
 

Finally, the proxy server decrypts the cipher text of R which is the result of the multiplication by 

using DKR and returns the plaintexts to the authorized user. In what follows, we give the assioated 

Algorithm 1: 

 

Algorithm 1. EE multiplication  

Input : Field A, B with field key ⟨mA|xA⟩ and ⟨mB|xB⟩ 
Output: R= A.B with R's field key ⟨mR|xR⟩ 
Client-protocol:  

mR = mA × mB  mod ϕ(n)  

xR = xA + xBmod n.  
Server-protocol: 

for each document id do: 

      Let ae, b e be the encrypted value of A and B. Set re = ae × b emod n. 

End. 

 

2.2.2. Key field update 𝒌𝐞𝐲_𝐮𝐩𝐝𝐚𝐭𝐞 

In order to update the key field fkA = ⟨mA|xA⟩ of the field A to ⟨mC|xC⟩ without 

affecting stored data, one needs an operator denoted by key_update(A, ⟨mC|xC⟩). Key update is a 

helper operator that takes as input a field A and a target field key ⟨mC|xC⟩. It gives as output a 

field C with fkC = ⟨mC|xC⟩ is its key field. C shares some plaintext of the field A without 

revealing sensitive value. First of all, we add a new auxiliary field S with the field key ⟨ms|xs⟩ in 

the collection with the plaintext value given by 𝑆 = 1 𝑚𝑜𝑑 𝑛. According to the encryption 

protocol mentioned above, we have: 𝑠𝑒 = 𝐷𝐾𝑠
−1(𝑚𝑜𝑑 𝑛) where se is the encrypted value of S. 

The proxy computes two numbers p and q such that: 

 

𝑝 = 𝑥𝑆
−1(𝑥𝐶 − 𝑥𝐴)𝑚𝑜𝑑 𝜙(𝑛) (7) 

 

𝑞 = 𝑚𝐴. 𝑚𝑠
𝑝

. 𝑚𝐶
−1. 𝑚𝑜𝑑 𝑛. (8) 

 

For each document, MongoDb computes the value of the output field C via Ce = q. ae. se
p
 

following to the Algorithm 2: 

 

Algorithm 2: _update(A, ⟨mC|xC⟩) 

Input: Field A with field key ⟨mA|xA⟩  
Output: C= A with C's field key ⟨mC|xC⟩ 
Client-protocol :  

Let the field S with the field key ⟨ms|xs⟩ 

               p = xS
−1(xC − xA)mod ϕ(n), q = mA. ms

p
. mC

−1. mod n.  
Server-protocol: Obtain p,q 

for each document id do: 

      Let ae, sebe the encrypted value of A and S. Set ce = q. ae. se
p

mod n . 

end. 
 

The rewriting MQL query is as follow: 
Xs, ms=generate_key_field(), Add_auxilary_field(S) 

P, q=compute_pq(ma,xa,mn,xn,ms,xs) 

myCol.aggregate([{$project {_id:1, N: {$multiply:[ p,"A","$pow":{"S",q}]},} 
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 The proxy decrypts the result stored in the field N using the key update fkN = ⟨mN|xN⟩ . The 

key_update(A, ⟨mN|xN⟩) operator will help us to define other secure operators, serving as a 

relevant tool. 

 

2.2.3. Addition/Subtraction (+,-) 

Given a request from the user to calculate the sum of two sensitive fields A and B stored in 
encrypted form in document-oriented database MongoDB:  
 

myCol.aggregate( [ { $project:        {_id:1,    C: { $sum: [ "$A", "$B" ] } } } ]  
 

The query performs calculations on encrypted data. Our objective is to calculate the sum 

without revealing the plaintext value of the sensitive fields. The result of the sum is stored in 

the output field C returned by query such that C=A+B. For each document, MongoDB computes 

Ce which denotes the sum of the encrypted values aeand be given by 𝐶𝑒 = 𝑎𝑒 + 𝑏𝑒. In order to 
make our protocol behaves like an isomorphic additive function, we should perform the same field 

key for A, B and C such that: 𝑓𝑘𝐴 = 𝑓𝑘𝐵 =  𝑓𝑘𝐶 = 𝑘. We can use the key update operator to 

assign them the same field key without modifying the contents of fields. The proxy rewrites the 

query by first applying the key update operator to the fields A and B. To do this, the server proxy 

generates a field key ⟨mC|xC⟩ and computes the output fields A1 and B1 by applying the key 

update protocol to fields A and B and using the same key field⟨mC|xC⟩ . This leads to A1 

= key_update(A, ⟨mC|xC⟩) and B1 = key_update(B, ⟨mC|xC⟩). The field key of A1and B1 and C 

are all ⟨mC|xC⟩, as shown in Algorithm 3. 
 

Algorithm 3. EE addition 

Input: Field A, B with field key ⟨mA|xA⟩ and ⟨mB|xB⟩ 
Output: C= A+B with R's field key ⟨mC|xC⟩ 
Client-protocol: Generate random ⟨mC|xC⟩ 
A1 =key_update(A, ⟨mC|xC⟩), B1=key_update (B, ⟨mC|xC⟩) 

Server-protocol: 

for each document id do: 

      Let ae, b e be the encrypted value of A1 and B1, Set ce = ae × b emod n. 

              end. 

 

The SMDB proxy server rewrites the query as follows: 

myCol.aggregate( [{ $project { id:1, A1 : {$multiply:[ pa,"A","$pow":{"SA",qa}]}, 

B1: {$multiply:[ pb,"B","$pow":{"SB",qb}]}, C :{ $sum: [ "A1", "B1" ] }}]) 

The proxy decrypts the result of the sum stored in the field C by usingDKC = (id , ⟨mC|xC⟩) and 

returns the plaintext value to the user. 

 

2.2.4. Comparison (= / >) 

Given two sensitive fields A and B stored in encryption form in document-based 
database. W consider two comparison operators including equality (=) and ordering (>) that 

compare values and return true or false. The proxy first calculates C = F × (A − B) where F is a 

random field in a collection and C is the output field. Secondly, the proxy applies key update 

operator to the output field C. Let Z be the output field of the key update operator such that 

Z= 𝑘𝑒𝑦(𝐶, ⟨1|0⟩). Finally, the proxy can determine the comparison's outcome based on the value 

z of Z. If 𝑧 >  0, then one has 𝑎 >  𝑏 and if 𝑧 =  0 then one has 𝑎 = 𝑏. The comparison is often 

used in selection queries. Suppose a user sends a Mql query to proxy server as follows: 

db.users.find({ ”A” : "B"}) 

This Mql query will be rewritten by the proxy. Firstly, the Proxy computes two numbers 𝑝𝑧 and 

𝑞𝑧 according to the previous relationships, and adds a new auxiliary field Z, as shown in 

Algorithm 4 

 

Algorithm 4. Comparison 

Input: Field A, B with field key ⟨mA|xA⟩ and ⟨mB|xB⟩ 
Output: field of comparison results C= 1 if A>B; C=0 if A=B; C=-1 if A<B 

Client-protocol:  

R = F × (A − B) , Z=  key_update(R, ⟨1|0⟩). 
Server-protocol: 
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for each document id do: 

      Let ze be the values on Z. if ze > 0: ce = 1 elif ze = 0: ce = 0 Else ce = −1  

end. 
 

Then, the proxy server rewrites the MQL query as follows: 

add_auxillary_field("SZ",ms,xs) 

p,q=calcul_pq(mc,xc,1,0,ms,xs) 

myCol.aggregate([{ $match:{"$$Z" :0}  

$project {_id:1,C: {$multiply:[ "F","$subtract":{"$A", "$B"}]}, 

Z: {$multiply:[ pz,"C","$pow":{"SZ",qz}]},}]) 
 

2.2.5. Aggregation operations, sum, count, average and group 

Several documents are processed via aggregation operation, which then produce results. 

Consider the collection myCol, which has n documents and an encryptedvalue in the sensitive 

Field A. Our objective is to calculate the sum of the values in the field A from encrypted 

data: Sn = ∑ ai
n
i=1  where ai are the plaintext values of the field A in a document To achieve this, 

the proxy first generates a random number mC and applies the key update protocol to the field A. 

Take C the output field such that C = key_update(A, ⟨mC|0⟩) and Cn is the sum of (ci)e which 

denotes encrypted value of the field C in the document 
 

Cn = ∑ (ci)e
n
i=1 = 𝑚𝐶

−1. 𝑆𝑛. (9) 
 

Indeed, we have: 
 

𝑆𝑛 = 𝑚𝐶
 . 𝐶𝑛. (10) 

 

A user can send the following methods to calculate the sum of values in a field A in MongoDB: 
db.myCol.aggregate([ {$group: { _id:null, sum_val:{$sum:"$A"}}}]). 

The proxy rewrites the query by executing key updates protocol and stores the result in the output 

field C as follows: 

Xs,ms=Generate_key_field() ,add_auxillary_field("S") 

mc=generate_number() 

p,q=calcul_pq(ma,xa,mc,0,ms,xs) 

db.myCol.aggregate([{$group: { _id:null, C: {$multiply:[ p,"A","$pow":{"S",q}]}, 

sum_val:{$sum:"$$C"}}}]). 

The proxy decrypts the result by using the following relationship: 
 

𝑝𝑙𝑎𝑖𝑛𝑡𝑒𝑥𝑡𝑠𝑢𝑚𝑣𝑎𝑙
= 𝑠𝑢𝑚𝑣𝑎𝑙 × 𝑚𝑐 (11) 

 

In the same way, we can define the other aggregation operators, including:$count, $group, $avg. 

 

2.3.  Implementation 

The implementation of this system has three basic entities: client, proxy SMDB 

representing the main logic of this system, and a server provider. The latter performs a number of 

functions through UDFs which are the user defined JavaScript functions stored on Google Cloud 

storage buckets. The proxy uses secret sharing encryptions to encrypt sensitive filed. The Id field 

is encrypted using the AES-CMC deterministic encryption algorithm which allows the server to 

find the document. SMDB proxy is composed of four main componentswhich are Query Parser, 

Query analyser, Query Rewriter and Query Executer. 

We must emphasize that choosing the appropriate length of key for SMDB cryptosystem 
is essential to achieve a balance between security and performance. We notice that the length of 

ciphertexts is quite long since we use 1024-bit key length. To ulistrate, we provide certain 

example:For key size=1024 bit, To generate the field key of the sensitive field A ⟨mA|xA⟩, we 

give the following scheme: 

xa=random.randint(1,n) 

ma=random.randint(1,n)  

Consider the following document containing two sensitive fields A and B. {'A': 1235 , 'B': 524}  

The _id is a identifier of each document arbitrarily generated as follow :id= random.randint(1,n).  

The id is added in encrypted form using AES [28] encryption scheme in particular AES-CBS [29]. 

According to cryptosystem of secret sharing SMDB, a cipheretext document is created and sent to 

MongoDB server by proxy server. 
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3. RESULTS AND DISCUSSION 
Given the following MQL query which computes the product of the sensitive field A and 

B and only returns documents where the value of output field C is greater than 1255. 

 

db. mycol.aggregate([ { $ project: { id: 1, C: { $multiply: ["$A", "$B"] } } },  

{ $match: { C: { $gt: 1255 } } } ])  

 
All the experimental procedures are performed on an Intel(R) Core (TM) i5-1035G1 CPU 

@ 1.00 GHz, 1190 MHz, 4 cores, 8 processors. Overview of query performance: stage breakdown 

and client vs. server execution time as shown in Figure 4. Figure 4(a) shows the performance of 

the query and the amount of time taken by each component of the proxy. 

 

 

  
(a) (b) 

 

Figure 4. Performance of the query (a) query performance time and (b) client-side and server-side query 

performance 

 

 

The cost of client-side and server-side query execution is illustrated in Figure 4(b). To evaluate the 

execution time of the proxy server, we divide it into several components. The total proxy execution Time is 

measured from the moment the query enters the proxy until the final result is returned to the client. server 

must handle all processing, which can be costly. It depends on several factors including encryption and 

decryption overhead, query complexity and performance. The proposal model has been tested by considering 
numbers of documents ranging from 500 to 2500. The time taken by a query in a proxy system SMDB plus 

response time from the server. Figure 5 illustrates a comparison of the time required for aggregate operations 

between an unencrypted database and a database encrypted using our SMDB Model 

 

 

 
 

Figure 5. Aggregate query execution time using SDMB 
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Applying SDB approach based on secure query processing with data interoperability in a 

cloud database to a document-based database like MongoDB involves several key considerations. 

Although SDB provides robust data protection and privacy for securely processing queries in 

encrypted databases, it also encounters certain limitations and challenges including high 

computational costs, storage overhead due to encrypted data size, finally key management and 

Security Risks. As an expected behavior, it has been remarqued that the execution time increase 
rapidly in terms of number of documents. In the end of this work, we would like to discuss the 

security behavior. Multiple systems have indeed been implemented to detect and prevent attacks 

on SQL and NoSQL databases [30]-[32]. First, we provide the treats of our model illustrated in 

Figure 6. There are two main types of threats. For treat 1, the SMDB proxy server can be 

compromised by attackers. In this case, the attackers can use the keys to arbitrarily encrypt or 

decrypt user data. 

For the threat 2, an attacker can see the requests sent to the SP and all intermediate 

encrypted results from any operator involved in the request. An attacker can also intercept 

messages exchanged over the communication channel between the client and the server. The 

attacker cannot deduce the plaintext of the sensitive field or the encrypted result. 

To summarize, we have approached a secret sharing scheme promote secure query with 

data interoperability to design a practical model for document-based databases, especially 
MongoDB. Since the application of fully homomorphic encryption is not easy task, this study can 

be exploited to perform operational computations and aggregations on encrypted data in the non-

relational document database MongoDB. The present work could find places in various fields 

where data privacy and security are primordial such as healthcare, Cloud Computing, financial 

Services, artificial intelligence and Machine Learning, in which user data remains secure and 

confidential during processing. However, the empirical discussions need more sophisticated 

hardware. We hope address such questions in futures researches. 

 

 

 
 

Figure 6. Threats of scheme 

 

 

4. CONCLUSION 

In this paper, we have presented a practical model for Secure MongoDB document-

oriented database SMDB based on secret sharing. We have provided an exhaustive explanation of 

SMDB’s query rewriting and analysis of performance. It has remarked that this query processing 

system based on a asymmetric secret-sharing is practically efficient that supports multiple secure 

operators while maintaining data interoperability. This is crucial in sensitive sectors like 

healthcare, financial services, banking and government. Moreover, it has been believed that the 
obtained results could find places in various applications and uses in connection with AI, in which 

the neural networks could be applied to encrypted data. However, our model provides robust data 

protection and privacy, its application in NoSQL databases introduces certain challenges related to 

performance, scalability, and complexity. This approach could be adopted for appropriates 

applications where the importance of this study appears more relevant for extended hardware. This 

may need more thinking and further investigations. 
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