
Indonesian Journal of Electrical Engineering and Computer Science 

Vol. 38, No. 2, May 2025, pp. 1024~1032 

ISSN: 2502-4752, DOI: 10.11591/ijeecs.v38.i2.pp1024-1032      1024 

 

Journal homepage: http://ijeecs.iaescore.com 

End-user software engineering approach: improve spreadsheets 

capabilities using Python-based user-defined functions 
 

 

Tamer Bahgat Elserwy1, Tarek Aly1, Basma E. El-Demerdash2 
1Department of Software Engineering, Faculty of Graduate Studies for Statistical Research (FGSSR), Cairo University, Giza, Egypt 

2Department of Operations Research and Management, Faculty of Graduate Studies for Statistical Research (FGSSR),  

Cairo University, Giza, Egypt 

 

 

Article Info  ABSTRACT 

Article history: 

Received May 24, 2024 

Revised Oct 31, 2024 

Accepted Nov 11, 2024 

 

 End-user computing enables non-developers to handle data and applications, 

boosting collaboration and productivity. Spreadsheets are a key example of 

end-user programming environments that are extensively utilized in business 

for data analysis. However, the functionalities of Excel have limitations 

compared to specialized programming languages. This study aims to address 

this shortcoming by proposing a prototype that integrates Python's features 

into Excel via standalone desktop Python-based user-defined functions 

(UDFs). This method mitigates potential latency concerns linked to cloud-

based solutions. This study employs Excel-DNA (dynamic network access) 

and IronPython; Excel-DNA facilitates the creation of custom Python 

functions that integrate smoothly with Excel's calculation engine, while 

IronPython allows these Python UDFs to run directly within Excel. Core 

components include C# and visual studio tools office (VSTO) add-ins, 

which enable communication between Python and Excel. This approach 

grants users the chance to execute Python UDFs for various tasks such as 

mathematical computations and predictions — all within the familiar Excel 

environment. The prototype showcases seamless integration, enabling users 

to invoke Python-based UDFs just like built in Excel functions. This study 

enhances the capabilities of spreadsheets by harnessing Python's strengths 

within Excel. Future work may focus on expanding the Python UDF library 

and examining user experiences with this innovative approach to data 

analysis. 
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1. INTRODUCTION 

End-user computing provides a centralized and standardized method for managing applications, 

devices, and data, leading to enhanced collaboration, scalability, and operational efficiency. A significant 

trend in software technology is the development of interactive applications by individuals who are not 

professional developers but possess expertise in other fields, working towards goals facilitated by 

computational tools. According to statistics from global market insights, the end-user computing (EUC) 

market reached USD 10.3 billion in 2022 and is expected to grow at a compound annual growth rate (CAGR) 

of 11% from 2023 to 2032 [1]. The ongoing digital transformation across various sectors has increased the 

demand for end-user computing solutions. Additionally, research indicates that spreadsheets can be viewed 
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as a form of code, with spreadsheet users serving as key examples of end-user programmers [2].  

Excel spreadsheets are among the most widely used end-user programming environments today, and their 

significance in the business sector continues to grow [3]. Recently, Microsoft's announcement of integrating 

Python into Excel marks a noteworthy advancement that aligns with the trend of enhancing data analysis 

capabilities within familiar software platforms. This integration has the potential to simplify various tasks by 

utilizing Python's powerful programming features within Excel's intuitive interface. The synergy of Python 

and Excel creates new opportunities for users to conduct complex data analyses, perform statistical 

calculations, and even build predictive models seamlessly. However, when evaluating the integration of 

Python into Excel 365 within Microsoft’s Cloud architecture, certain limitations must be considered. A major 

challenge is latency, which refers to delays in data processing caused by the time required for information to 

travel between the client and the cloud server [4]. Additionally, the cloud approach does not always 

guarantee improved performance; in some instances, response time measurements indicate that cloud 

database performance can be inferior to traditional systems [5]. This paper explores the drawbacks of 

integrating Python in Excel through cloud-based solutions, particularly focusing on latency issues that can 

occur due to data transfer between the client and server. We propose a standalone desktop application as an 

alternative solution. This method employs Python-based user-defined functions (UDFs) created using Excel-

DNA and IronPython [6]. By maintaining functionalities locally, our prototype seeks to address potential 

latency problems and provide a more seamless user experience for data analysis in Excel. User-defined 

functions in Excel are custom functions crafted by users to perform specific calculations. These functions can 

be implemented in various ways, such as through add-ins that add new functions based on particular 

statistical distributions or through sheet-defined functions that enable users to create functions directly within 

their Excel sheets [7]. Additionally, this prototype is built on the architecture of visual studio tools for office 

(VSTO) add-ins. These add-ins can monitor activities within the office environment and respond to user 

actions, such as clicking a button that was added through the add-in. A consistent methodology was 

employed throughout the study to create a managed code assembly that is loaded by a Microsoft Office 

application [8]. Once the assembly is loaded, the VSTO add-in can react to events generated within the 

application. It can also interact with the object model to automate tasks and enhance the application’s 

capabilities, utilizing any classes from the NET framework. The assembly communicates with the 

application's COM components via its primary interop assembly. This functionality makes VSTO add-ins 

valuable tools that expand what users can achieve with standard Office applications. 

The paper utilized IronPython and Excel-DNA open-source software to meet the research 

objectives. Excel-DNA facilitates the creation of custom Python-based user-defined functions that integrate 

smoothly with Excel's calculation engine, while IronPython allows these Python-based functions to run 

directly within Excel. The primary aim of the prototype is to enhance spreadsheet capabilities through 

Python-based user-defined functions. In this study, an experiment was conducted to develop a proposed 

prototype for integrating Python's features into Excel via standalone desktop Python-based UDFs. This 

method addresses potential latency challenges associated with cloud-based solutions. The remainder of the 

paper is structured as follows: section 2 literaturee review and previous works and technologies utilized, 

section 3 details the methodology of the prototype and describes how the experiment was conducted, and 

section 4 discusses and analyzes the results of the experiments. 

 

 
2. LITERATURE REVIEW 

Prior studies investigate adapting Excel spreadsheets as a programming environment. Spreadsheets 

are widely recognized as a favored tool for end-user programming languages [9]. They are frequently 

employed for tasks such as data organization, the creation of custom functionalities, and even educational 

purposes [10]. Although spreadsheets are versatile and user-friendly applications, this study explores the use 

of Excel as a turing-complete functional programming environment [11]. It emphasizes the potential for new 

functionalities within Excel and how these advancements could transform the way we develop spreadsheet 

solutions [12]–[15]. The paper also examines how to move away from the informal end-user practices 

commonly associated with traditional spreadsheets, advocating for approaches that align more closely with 

formal programming methods. The overall contribution of this paper is to investigate emerging trends 

stemming from innovative work within the Excel community and their potential effects on the business and 

engineering sectors. The goals of this paper are to illustrate that, with Excel 365, it is now feasible to develop 

solutions for problems that bear little resemblance to previous spreadsheet solutions. Also, it argues that 

semantically meaningful coding practices could give more reliable results. This research has made significant 

contributions to expanding Excel's capabilities. These works explore programming within Excel by utilizing 

programming paradigms to build robust spreadsheet solutions. In the data science field, Python has a wide 

range of uses. There exist different projects and libraries that aim to help spreadsheet users transfer data into 
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Python and aid in doing data analysis and statistics [16]. In addition to advantages like convenience and 

accessibility. There exist different projects and libraries that aim to help spreadsheet users transfer data into 

Python and aid in performing data analysis and statistics. One of those libraries is Pandas [17] widely used 

for loading spreadsheets into Python as a form of dataframe. To manipulate spreadsheets in Python, there are 

a wide range of tools to aid in. For instance, xlutils [18], openpyxl [19], and xlsxwriter [20] are among the 

tools available for reading and writing spreadsheets. However, it is important to note that while these tools 

simplify the process of handling spreadsheet data, they do not offer analysis assistance. Moreover, there are 

various research methodologies that have sought to integrate Python into Excel, allowing users to call Python 

functions directly within a spreadsheet setting. One example of this is PyXLL, which allows for the creation 

of Excel add-ins using Python instead of VBA [21]. This paper explores Python integration by simplifying 

data analysis by facilitating data transfer and analysis with Python libraries. In the oil industry, there is a 

study highlighting the effectiveness of IronPython in streamlining analysis through the development of 

shortcuts and automation. This aligns with the goal of integrating IronPython with Excel, where automation 

plays a crucial role in improving productivity and efficiency. To integrate IronPython with Excel and 

spreadsheets, using its capabilities for automation and data analysis, one can draw inspiration from the use of 

IronPython scripts in the oil industry for reservoir management. By utilizing IronPython scripts, similar to 

how they were employed in the oil industry for data analysis and workflow optimization, using custom 

solutions for Excel and spreadsheet integration. These scripts can be tailored to work with Excel, allowing 

them to manipulate data, carry out calculations, and automatically generate reports [22]. This paper explores, 

automation with Python and IronPython and enhancing productivity by automating tasks within Excel. This 

work paves the way for innovative approaches to Excel. It builds upon this foundation by conducting an 

experimental investigation. The goal is to develop a prototype for integrating Python with Excel through a 

standalone desktop application, emphasizing a desktop-based solution. This involves using Python-based 

UDFs to harness Python for custom functionalities within Excel. The integration leverages key technologies 

such as Excel-DNA and IronPython. Overall, this paper contributes to the ongoing efforts to enhance Excel's 

capabilities through tailored programming solutions. 

 

 

3. METHOD 

In this section, our prototype presents an end-user engineering approach to empower users with 

custom Python-based UDFs. The objective is to present a standalone desktop application as an alternative to 

cloud-based architecture, maintaining local functionalities. This prototype seeks to address potential latency 

problems and provide a more seamless user experience for data analysis within Excel compared to cloud 

solutions. 

This approach utilizes Python-based UDFs developed with Excel-DNA and IronPython Figure 1 

shows our standalone desktop architecture. To achieve this objective, there are elements in consideration. 

Firstly, C# language programming will be employed to build the core components of the prototype, 

encompassing the integration layer and any necessary back-end functionality. Additionally, VSTO add-ins 

will seamlessly integrate Python-based UDFs into the Excel environment. These add-ins will facilitate 

communication between Python scripts and Excel. Moreover, IronPython Excel spreadsheet integration 

directly executes Python-based UDFs within the spreadsheet environment. Furthermore, Additionally, it is 

feasible to develop new worksheet functions that work seamlessly with Excel's calculation framework. 

Python functions will be created to perform various operations, including mathematical calculations such as 

sum, minimum, and maximum values within Excel spreadsheets. Importantly, the collection of Python-based 

UDFs is flexible, allowing for the incorporation of any general-purpose function in the future to tackle new 

challenges as they arise. Lastly, Excel-DNA will facilitate the integration of .NET components, including C# 

and IronPython code, into Microsoft Excel, supporting the deployment of the prototype and the management 

of add-ins. In the following subsections, this paper will outline the underlying architecture of VSTO and 

explain how this architecture enables communication between the Excel environment and Python-based user-

defined functions. 

 

3.1.  Underlaying architecture 

This paper explores the potential of the VSTO add-in architecture. VSTO add-ins serve as a link 

between software developers and end-users within Microsoft Excel. These plug-ins can monitor actions 

occurring in the office environment and respond to user interactions, such as clicking a button added via the 

add-in. Additionally, the VSTO add-in architecture enables smooth communication between the user 

interface and the UDFs "engine," effectively converting user requests into executable functions within the 

add-in. This allows users to directly engage with UDFs in the application interface, inputting data into cells 

and utilizing UDFs for advanced calculations and task automation in their familiar office setting. The VSTO 
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add-in architecture also provides a solid development framework for building the foundational logic of 

UDFs. Using visual studio and .NET languages, developers can define UDF functionality while accessing the 

Office Application's object model to perform tasks that exceed standard capabilities. Moreover, the VSTO 

add-in framework enhances UDF logic design, allowing customization to precisely address user 

requirements. Integration within this architecture is facilitated as Excel uses a manifest to load the VSTO 

add-in assembly [23]. Subsequently, Figure 2 illustrates how the VSTO addins assembly initiates seamless 

communication with Excel through object model calls, events, and callbacks, ensuring a cohesive and 

integrated experience for users. 

 

 

 
 

Figure 1. Empowering Excel with Python-based UDFs: An on-premises desktop architecture overview 

 

 

 
 

Figure 2. Excel utilizes a manifest to load the VSTO add-in assembly, enabling smooth communication via 

object model invocations, events, and callbacks 
 

 

In this context, the integration of VSTO add-in architecture enables a smooth workflow where 

Python scripts are embedded in Excel as custom Python-based UDFs tailored to meet specific user 

requirements. End users take advantage of a seamless incorporation of these Python-based UDFs within the 

familiar Excel interface, enhancing Excel's capabilities and allowing them to undertake more complex tasks. 
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When an end user launches a Microsoft Office application, it utilizes both the deployment manifest and the 

application manifest to find and load the latest version of the VSTO add-ins assembly [24]. The VSTO add-in 

assembly is injected into the application's process space. After it is loaded, the VSTO add-in assembly can 

communicate with the application via its object model. This interaction enables the VSTO add-in to enhance 

the application's functionality and offer extra features to users. For instance, a VSTO add-in designed for 

Microsoft Excel may introduce a new button on the ribbon that enables users to automatically generate a 

table of contents. Additionally, a VSTO add-in for Excel could offer a custom function that performs 

calculations for complex mathematical formulas. 

 

3.2.  The experiment setup 

This revised section details the experimental setup, including the necessary references required 

within the C# project to integrate Python-based UDFs with Excel using visual studio and VSTO add-ins.  

i) development environment: visual studio, the development environment remains the same. Ensure visual 

studio is installed and configured properly; ii) VSTO add-in: project creation, it start by creating a new 

VSTO add-in project in visual studio then navigate to Office/SharePoint, select Excel, and choose the Excel 

add-in template. References: a) Microsoft.Office.Interop.Excel, this reference is automatically added when 

creating a VSTO add-in for Excel. It provides access to the Excel object model; b) IronPython, use NuGet 

package manager to search for and install the "IronPython" package. This will add the necessary references 

for interacting with the IronPython interpreter; c) Excel-DNA is similarly, search for and install the "Excel-

DNA" package. This will provide the required references for integrating .NET components into Excel;  

iii) Python interpreter: IronPython, the IronPython package installed in step 2 ensures that the Python 

interpreter is embedded within the VSTO add-in; iv) Excel-DNA: NuGet Package, the Excel-DNA package 

installed in step 2 provides the necessary infrastructure for integrating .NET components into Excel; v) Excel 

Spreadsheet: no additional references required, the Excel spreadsheet is the end-user interface and does not 

require any specific references within the VSTO add-in. 

The following steps outline the flow of execution when a user calls a Python-based UDF within 

Excel as illustrated in Figure 3: i) user calls a Python-based UDF, the user enters thePython-based UDF name 

and specifies the required parameters within an Excel cell; ii) VSTO add-in receives call, the VSTO add-in 

intercepts the function call and receives the necessary data from the Excel spreadsheet; iii) data passed to 

Python interpreter, the VSTO add-in passes the received data to the IronPython interpreter for execution;  

iv) Python script execution, the IronPython interpreter interprets and executes the Python script, performing 

the specified calculations or operations; v) results returned to VSTO add-in, the results of the Python script 

execution are returned to the VSTO add-in; and vi) results displayed in Excel, the VSTO add-in displays the 

results within the Excel spreadsheet, making them available for further analysis or use. 

 

 

 
 

Figure 3. The sequence diagram outlines the flow of execution when a user calls a Python-based UDF  

within Excel 
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3.3.  Development 

In this context, we created the Pythonista set of functions, which includes functions such as 

PythonistaAverage(), PythonistaMax(), and PythonistaMIN(). As a prototype, we will focus on the 

PythonistaMax(range) function. This function computes the maximum value from specified ranges of cell 

values within an Excel environment established and integrated by Excel-DNA. Additionally, it allows for the 

creation of new worksheet functions that work seamlessly with Excel's calculation model [25]. The 

interaction within the described system involves a series of critical steps for executing a Python-based UDF 

in Excel. Initially, during the initialization phase, a MaxFunctions object is instantiated. Within its 

constructor, the IronPython interpreter is utilized to create a Python engine instance (referred to as 'engine') 

and a scope instance (denoted as 'scope') through the methods Python.CreateEngine() and 

engine.CreateScope(), respectively. Subsequently, when the PythonistaMax function is called, a new 

MaxFunctions object (designated as 'python_function') is instantiated. The range data provided by the user is 

assigned to the previously established Python scope. The system then executes the script file named 

calculate_range_max.py utilizing the engine alongside its corresponding scope. During this execution, it 

retrieves the calculate_max function from within the Python scope. The calculate_max function performs 

several operations: it scans for non-empty cells within the specified range, computes the maximum value 

among those cells, and subsequently returns this computed result. To further elucidate this process, an 

algorithm is presented in listing 1, which outlines the conceptual framework and workflow involved in 

integrating this Python-based UDF for calculating the maximum value of a specified range in Excel. 

 

Algorithm 1. Integrates a Python-based user defined function in Excel 
Require: Calculate the maximum value of a selected range of cells in Excel sheet. 

Input: 

range: A string representing the Excel range of cells (e.g., "A1:B5"). 

Output: 

max_value: The maximum value found within the specified range of cells. 

error_message: A string message indicating an error. 

Class MaxFunctions: 

 1.Declare engine as ScriptEngine 

 2.Declare scope as ScriptScope 

 Constructor MaxFunctions(): 

  3.engine <- Create new Python Engine 

  4.scope <- Create new Scope using engine 

 Function PythonistaMax(range): 

  5.Declare python_function as new MaxFunctions object 

  6.Set range variable in Python scope 

  7.Declare script File as path to script file 

  8.Execute script File using engine within scope 

  9.Declare calculate_max as function from scope 

  10.Return result of calculate_max function 

End Class 

Python script calculates_range_max.py: 

 Function calculate_max(cells): 

  1.If cells are not empty then 

  2. Calculate max value of cells 

  3. Return maximum value 

  4.Else 

  5. Return “Cells are empty, cannot calculate maximum value.” 

End Class 

 

Furthermore, when Excel invokes RequestComAddInAutomationService, a new instance of the 

AverageFunctions class generated and returned. During add-in initialization, the InternalStartup method 

registers event handlers ThisAddIn_Startup and ThisAddIn_Shutdown. Overall, this integration allows users 

to call the Python-based UDF directly within Excel, leveraging Python's functionalities for data analysis 

within the familiar Excel interface. 

 

 

4. RESULTS AND DISCUSSION 

With the methodology and experiments established, we now discuss the debugging process 

employed to verify the accuracy and reliability of the implemented prototype of the Pythonista function set. 

To begin, users should start Microsoft Excel and run the PythonistaMax(range), a Python-based UDF. Step-

by-step execution: i) select a new empty cell (e.g., C2); ii) type=PythonistaMax() to invoke the function, 

similar to standard Excel functions; and iii) specify the range by entering=PythonistaMax(A1:B3) as shown 

in Figure 4, then press enter to calculate the values. 

This testing process validated the successful implementation of Pythonista functions as UDFs within 

the Excel prototype. Users can directly invoke the PythonistaMax(range) function in their spreadsheets.  
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By entering the name of the Python-based UDF and selecting a desired range in a cell (e.g., C2), users can 

trigger the execution of the corresponding Python script. The VSTO add-in architecture facilitates this 

interaction by directing data to the Python function within the add-in and returning calculated results to the 

user's spreadsheet. For example, it displays the calculated maximum value directly in Excel. The experiments 

confirm that we adhered to a consistent methodology throughout this study. Initially, we developed a 

managed code assembly that integrates with Microsoft Office applications. Once loaded, the VSTO add-in 

actively responds to events generated within Excel. 

 

 

 
 

Figure 4. A python-based UDF appears similar to any typical Excel function 

 

 

This add-in utilizes the object model to automate and enhance application features, with full access 

to .NET Framework classes for further customization. It interacts effectively with COM components, 

enabling calls to Python-based UDFs while directing data to custom functions that operate using Python 

scripts. As such, VSTO add-ins are essential tools for enhancing capabilities within Office Applications. This 

paper presents a novel method for integrating Python-based UDFs into Excel, addressing latency issues 

associated with cloud-based integrations. The C# and VSTO-built standalone desktop application allows 

seamless interaction between Python scripts and Excel, enabling users to perform operations such as data 

analysis and visualization directly within spreadsheets. The findings confirm the efficacy of this 

methodology, highlighting how VSTO add-ins can transform standard Office applications into powerful 

tools. This paper advances end-user engineering and paves the way for future studies on expanding available 

Pythonista functions and examining user experiences related to data analysis approaches within Excel. While 

demonstrating the feasibility of integrating Python UDFs in Excel, further research is necessary to evaluate 

performance impacts on large-scale script execution and scalability for complex datasets. Future directions 

may include expanding available Pythonista functions for data visualization and machine learning, as well as 

developing platforms for custom function creation. In conclusion, this paper emphasizes an innovative 

method for incorporating Python-based UDFs into Excel, empowering users with enhanced data analysis 

capabilities while setting a foundation for ongoing exploration in this area. 

 

 

5. CONCLUSION 

In conclusion, this paper introduces an innovative method for improving spreadsheet functionalities 

by integrating python-based UDFs within the Excel environment, successfully tackling the latency challenges 

linked to cloud-based Python integration. This paper demonstrated a standalone desktop application, 

developed with C# programming and VSTO add-ins, facilitates smooth interaction between Python scripts 

and Excel, allowing users to execute a variety of tasks directly within their spreadsheets. The successful 

implementation of Pythonista functions as python-based UDFs within the Excel prototype, as confirmed by 

our testing process, demonstrates the practical application of this approach. Users can now call the 

PythonistaMax(range) function directly in their spreadsheets, similar to any typical Excel function, 

revolutionizing the way they interact with data analysis. Moreover, this paper experiments confirm the 

efficacy of the methodology, demonstrating how VSTO add-ins can convert standard Office applications into 

robust tools. This research marks an important advancement in end-user engineering, setting the groundwork 
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for future studies to investigate the expansion of available Pythonista functions and to examine user 

experiences with this novel method of data analysis in Excel. To further enhance the capabilities of this 

approach, future research could focus on expanding Pythonista functions by implementing a wider range of 

Python functions as python-based UDFs. This would include functions for data visualization, machine 

learning, and statistical analysis. Additionally, custom function development could be facilitated by 

providing a platform or framework that allows users to create their own custom python functions as UDFs, 

tailored to specific needs and domains. 
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