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 Hadoop has emerged as a prominent open-source framework for the storage, 

management, and processing of extensive big data through its distributed file 

system, known as Hadoop distributed file system (HDFS). This widespread 
adoption can be attributed to its capacity to provide reliable, scalable, and 

cost-effective solutions for managing large datasets across diverse sectors, 

including finance, healthcare, and social media. Nevertheless, as the 

significance and scale of big data applications continue to expand, the 
challenge of ensuring the security and safeguarding of sensitive data within 

Hadoop has become increasingly critical. In this study, the authors introduce 

a novel strategy aimed at bolstering data security within the Hadoop storage 

framework. This approach specifically employs a hybrid encryption 
technique that leverages the advantages of both advanced encryption 

standard (AES) and data encryption standard (DES) algorithms, whereby 

files are encrypted in HDFS and subsequently decrypted during the map 

task. To assess the efficacy of this method, the authors performed 
experiments with various file sizes, benchmarking the outcomes against 

other established security measures. 
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1. INTRODUCTION 

The processing of big data has become essential across various fields, with apache Hadoop 

emerging as a leading platform for distributed storage and processing [1], [2]. Its Hadoop distributed file 

system (HDFS) facilitates the effective management of extensive datasets [3], [4]. Nonetheless, ensuring the 

security of data within HDFS presents a considerable challenge, as the existing security features are 

insufficient to safeguard sensitive information against unauthorized access or cyber threats [5]. Additionally, 

big data is characterized by several inherent challenges, commonly referred to as the 5 V's: volume, velocity, 

variety, value, and veracity [6], [7]. 

Hadoop [8] is widely acknowledged as a powerful framework for executing applications on large 

clusters constructed from standard hardware. As an open-source framework for distributed computing, 

developed in Java, Hadoop comprises two fundamental components. The first is HDFS, a distributed file 

system that guarantees reliable, scalable, and fault-tolerant data storage across commodity hardware, capable 

of accommodating diverse data formats, including text, images, and videos. The second component is 

MapReduce, a programming model designed to efficiently process and analyze large datasets in parallel 

across multiple nodes within a computing cluster. This model consists of two distinct tasks: the "Map" task, 
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which processes and converts input data into intermediate key-value pairs, and the "Reduce" task, which 

consolidates and summarizes these intermediate results [9], [10]. 

Numerous research initiatives have concentrated on enhancing data security within the HDFS. For 

example, O’Malley et al. [5] proposed a security framework for Hadoop that integrates Kerberos and SSL, 

thereby improving authentication and access control mechanisms. In another study, Park and Lee [11] 

presented a method that employs advanced encryption standard (AES) for encrypting HDFS data, which 

effectively lowers computational overhead. Additionally, Mahmoud in [12] examined a strategy for big data 

security utilizing HDFS, which combines AES with stream ciphers such as one-time pad (OTP) to bolster 

both security and encryption efficiency. 

Nevertheless, these existing methodologies encounter several challenges. Certain solutions may 

demand significant computational resources, potentially hindering system performance, while others might 

not achieve the desired level of security. Furthermore, the larger size of encrypted files can impose additional 

burdens on storage and bandwidth, adversely affecting the overall efficiency of the Hadoop ecosystem. The 

pursuit of a high-performance, efficient, and resilient encryption solution for HDFS data continues to be a 

significant challenge. Current methodologies frequently grapple with the trade-offs between performance, 

security, and the size of encrypted files. Some encryption algorithms are notably resource-intensive, resulting 

in slower read and write operations within HDFS. Achieving optimal security necessitates robust defenses 

against known threats and stringent key management practices [13]. The increased size of encrypted files can 

exacerbate storage and bandwidth constraints, further diminishing the overall performance of the Hadoop 

system. 

This study introduces a hybrid encryption strategy that integrates the AES and the data encryption 

standard (DES) for securing data within the HDFS. The primary objective of this approach is to bolster data 

security while enhancing encryption efficiency and minimizing the size of the encrypted files. The 

implementation of AES in cipher block chaining (CBC) mode facilitates effective data encryption, whereas 

DES is utilized to encrypt the AES key, thereby adding an extra layer of security. The advantages of this 

method include: improved performance due to the rapid encryption capabilities of AES in CBC mode, 

enhanced security through a dual-layer encryption mechanism, and a reduction in file size achieved by 

employing DES for key encryption, which alleviates storage and bandwidth demands. 

This paper elaborates on our hybrid encryption methodology for HDFS. In section 2, we provide a 

thorough review of existing literature, analyzing various strategies that have been developed to secure data 

within HDFS. Section 3 outlines the architecture of our proposed solution, emphasizing the synergy between 

the AES and DES algorithms. Section 4 details the experimental results obtained to assess the performance of 

our method, focusing on encryption duration, file size, and throughput, and compares these metrics with 

those of current methodologies. Finally, section 5 summarizes the findings of our research. 

 

 

2. RELATED WORK 

The Hadoop framework lacks built-in security measures for the diverse types of data it stores, 

prompting various researchers to propose multiple strategies for securing files within the HDFS. Among 

these strategies, encryption emerges as a prominent solution for safeguarding data stored in DataNodes and 

ensuring secure data transmission during MapReduce operations. In one study [5], a secure HDFS 

architecture is presented that employs Kerberos over SSL to facilitate robust mutual authentication and 

access control, thereby enhancing the overall security of HDFS. Another research effort [14] introduces a 

dependable file system architecture that integrates authentication agent technology with fully homomorphic 

encryption, offering enhanced reliability and security against threats from data, hardware, users, and 

operational processes. 

Zhou and Wen [15] apply cipher text policy and attribute-based encryption (CP_ABE) to establish 

access control credentials for authorized cloud users, utilizing an encrypted data access control framework 

rather than relying on individual user identities. Additionally, Park and Lee [11] propose a method for 

securing Hadoop through encrypted HDFS by incorporating encryption/decryption functions based on the 

AES algorithm. Their experiments indicate that the computational overhead is reduced by less than 7% 

during representative MapReduce jobs. 

Furthermore, the researchers in [16] present a hybrid encryption approach for HDFS that combines 

HDFS-RSA and HDFS-pairing. However, it is noted that both the read and write performance of the 

encrypted HDFS is inferior to that of the standard HDFS. In the research conducted by Yang et al. [17], a 

novel triple encryption scheme has been proposed, which is integrated into Hadoop for cloud data storage. 

This scheme incorporates hybrid encryption techniques, specifically utilizing RSA and DES algorithms 

alongside IDEA to secure the user's RSA private key. This method ensures that files stored in HDFS are 

encrypted while they are temporarily held in a buffer following their upload to HDFS. 
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The study referenced in [18] discusses various strategies aimed at enhancing information security 

and addressing safety concerns through methodologies such as security hardening and attribute selection. 

Notably, the researcher has put forth a security-oriented approach to data collection and threat analytics, 

which aims to mitigate risks prior to the occurrence of security breaches. In the work of Maheswari [19] 

presented, a strategy to bolster security within Hadoop is outlined. This approach employs AES in 

conjunction with message digest (MD5) and DES algorithms for data encryption. Additionally, the digital 

signature algorithm (DSA) is utilized for data authentication purposes. In this framework, authorized users 

upload their data to cloud storage, where it is encrypted before being stored in HDFS, allowing for 

subsequent sharing among multiple recipients. 

Conversely, Mahmoud [12] have introduced a methodology utilizing HDFS aimed at decreasing 

both the computation time and size of encrypted files through the implementation of AES and OTP 

algorithms. Additionally, they employed the AES algorithm in conjunction with the cipher block chaining 

mode, specifically the electronic codebook (ECB) mode, which is particularly suitable for managing HDFS 

blocks, while the OTP algorithm functions as a stream cipher. 

 

 

3. SECURE HADOOP USING ON AES AND DES 

3.1.  Overview 

The DES is a widely recognized block cipher algorithm, primarily due to its role as a standard for 

symmetric key encryption [20], [21]. Originally developed by IBM in the 1970s, it was officially adopted by 

the United States government in 1976 as a Federal Information Processing standard (FIPS). DES operates on 

64-bit blocks of data and employs a 56-bit key for encryption, executing a total of 16 iterations to transform 

64-bit plaintext into 64-bit ciphertext. 

The AES is another prominent block cipher encryption algorithm, introduced by the National 

Institute of Standards and Technology (NIST) in 2000. As noted in various sources [5], [22], AES is a 

symmetric block cipher that utilizes the same key for both encryption and decryption processes. It was 

developed by Belgian cryptographers Daemen and Rijmen [23] and is notable for its flexibility in key 

lengths, supporting 128-bit, 192-bit, and 256-bit keys. Furthermore, AES is recognized as a highly effective 

block cipher, particularly well-suited for managing HDFS blocks. 

 

3.2.  AES and DES algorithms for data security 

Our proposed encryption algorithm is designed to encrypt and decrypt files stored in the HDFS 

through a hybrid methodology that integrates two distinct algorithms: AES and DES. The AES algorithm 

operates in cipher block chaining mode, specifically the ECB mode, which is widely recognized as one of the 

most effective block cipher algorithms for managing HDFS blocks. Conversely, the DES algorithm is 

employed to encrypt the AES key after the file has been encrypted within HDFS. This key is subsequently 

decrypted using DES when the user intends to decrypt the file for executing a MapReduce job. In this 

framework, the encryption is performed using a 128-bit key. 

To enhance the security of the Hadoop environment, the user will further encrypt this key utilizing 

the DES algorithm. When the user initiates a MapReduce job, the first step involves decrypting the key 

through a DES function. The detailed process of encryption and decryption for the proposed approach is 

outlined in the Pseudocode 1. 

 

Pseudocode 1. Process for encrypting and decrypting files in HDFS 
ENCRYPTION 

Initialization 

DES key  random (64-bit) 

AES key  random (128-bit) 

Block size  64MB 

Encrypted key  null 

Ciphertext  create empty file ( ) 

Encrypt HDFS (input file) 

start  

While (! end of file) 

start  

Block  input file.read (block size) 

if (length (block) =0) 

break 

else if (length (block) mod 16 ≠ 0) 

block  block + ' ' *(16 - length (block) mod16) 

end if  

Ciphertext  ciphertext.write (AES encrypt (block, AES key)) 
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end while  

HDFS  upload (ciphertext) 

Encrypted key.  ES encrypt (AES key, DES key) 

 

DECRYPTION 

Decrypt HDFS (ciphertext) 

start 

Decrypted key  DES decrypt (encrypted key, DES key) 

While (! end of file) 

start  

Block  ciphertext .read (block size) 

if (length (block) =0) 

break 

end if 

Plaintext  plaintext.write (AES decrypt (block, decrypted key)) 

end while 

 

3.3.  Encrypting files in HDFS 

Initially, we assume that the user encrypts the file prior to its storage in HDFS. When the HDFS 

client initiates a request to write a file to HDFS [24], it invokes the create () method on the DFS, which in 

turn communicates with the NameNode to establish a new file within the filesystem's namespace. In the 

event of an error, the client encounters an IOException; if successful, the NameNode proceeds to create the 

file. Subsequently, the DFS provides an FSDataOutputStream. The client then begins the encryption process 

using the proposed method and writes the encrypted file into the FSDataOutputStream, which divides it into 

packets. These packets are directed to an internal queue known as the data queue, which is utilized by the 

data streamer. The data streamer's role is to request the NameNode to allocate new blocks while selecting a 

set of DataNodes for storing the replicas. The data streamer transmits the packets to the first DataNode, 

which retains the packet and forwards it to the subsequent DataNode, continuing this process until 

completion. Upon successful completion of the write operation, the DataNode sends an acknowledgment 

back to the HDFS client via DFS. Finally, the HDFS client concludes the process. The stages of this 

operation are illustrated in Figure 1. 

 

 

 
 

Figure 1. Writing a file with encryption in HDFS 

 

 

3.4.  Decrypting files in map task 

The decryption process is initiated when the client opts to execute a MapReduce job, which is set up 

on the client node [25] and runs within a Java virtual machine (JVM). The JobClient transmits a new job 

request to the JobTracker, which subsequently returns a unique job identification number. Following this, the 

necessary execution files and distributed cache information are transferred to the relevant nodes. The job is 

then submitted, and the JobTracker utilizes the job ID to commence the job and verifies the input data 

required for execution. The JobTracker assigns the job to a task tracker that has the capacity to execute the 

map task. The task tracker then acquires the necessary resources to perform the task. Ultimately, the task 
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tracker initiates a new JVM and begins the decryption of the encrypted data using the proposed method, 

followed by the execution of the map task. The execution flow of the MapReduce job and the decryption 

process is illustrated in Figure 2. 

 

 

 
 

Figure 2. Decryption process at MapReduce job 

 

 

4. EXPERIMENTAL ANALYSIS 

4.1.  Experimental environment 

To assess the efficacy of our proposed methodology, we utilized Cloudera QuickStart 5.13.0 [26], 

an open distribution of Hadoop, which was installed and configured within an oracle VM VirtualBox 6.0 

virtual machine. The Hadoop cluster established is a single node configuration, operating on version 2.6. This 

cluster comprises a single host, which is executed on a laptop equipped with an Intel Core i5-5200U 

processor, featuring 4 cores, a clock speed of 2.20 GHz, and 8 GB of RAM. 

 

4.2.  Results of the experiment 

In this section, we provide a comprehensive analysis and results of our proposed technique in 

comparison to other established methods. Specifically, to evaluate the effectiveness of our algorithm, we 

conducted a comparison with the AES algorithm [11] and AES combined with OTP as referenced in [12]. 

Additionally, we utilized files of varying sizes ranging from megabytes to gigabytes (64 MB, 128 MB,  

256 MB, 512 MB, and 1 GB). 

The performance metrics of our technique were assessed in terms of encryption time, decryption 

time, file size, and throughput, which is defined as the size of the plaintext divided by the total time taken for 

encryption and decryption. For the implementation of the functions, we employed Python as the 

programming language. As detailed in Table 1, the time taken to write a 1 GB generic file to HDFS was 

7.9913 minutes, while the encrypted file using the AES algorithm required 12.9751 minutes. In contrast, our 

proposed technique achieved encryption of a 1 GB file in HDFS in just 3.3483 minutes. 

Furthermore, the decryption results presented in Table 2 indicate that our method also demonstrates 

a significant advantage. The decryption time for a 1 GB file using our technique was recorded at 12.1925 

minutes, compared to 12.2115 minutes for AES with OTP and 14.0841 minutes for the AES algorithm. 

Although the differences in decryption times are less pronounced, our approach still provides superior 

performance, achieving an optimal balance between security and speed. This enhanced efficiency in both 

encryption and decryption underscores the robustness of our method for big data systems utilizing HDFS. 
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Table 1. File encryption performance comparison among generic HDFS, AES, AES with OTP and the 

proposed approach 

 

 

Table 2. File decryption performance comparison among generic HDFS, AES, AES with OTP algorithms 

and the proposed approach 
File size 

(MB) 

Generic HDFS  

(minutes) 

AES algorithm 

(minutes) 

AES and OTP  

(minutes) 

Proposed approach 

(minutes) 

64 0.4242 1.3056 1.0950 0.6155 

128 1.1137 2.1859 1.6560 1.3627 

256 1.8642 2.8641 2.6554 2.2278 

512 4.2917 8.9494 6.5361 5.0441 

1024 11.2232 14.0841 12.2115 12.1925 

Total decryption time (minutes) 18.9170 29.3891 24.1540 21.4426 

Throughput (MB/minutes) 104.8792 67.5080 82.1396 92.5260 

 

 

As indicated in Table 3, the generic file size of 1 GB increases to 1.5 GB when encrypted with AES, 

while it decreases to 1.2 GB when both AES and OTP are applied. In contrast, our method maintains the 

encrypted file size at the original generic file size. In order to effectively illustrate this comparison, we 

created graphical representations for each criterion. Figure 3 depicts the estimated time required for the 

encryption process across various algorithms, including the proposed method. Additionally, Figure 4 

illustrates the time required for the decryption process when employing various algorithms alongside the 

proposed method. 
 

 

Table 3. File size comparison among generic HDFS, AES, AES with OTP algorithms and the proposed 

approach 
File size 

(MB) 

Generic HDFS  

(MB) 

AES algorithm 

(MB) 

AES and OTP  

(MB) 

Proposed approach 

(MB) 

64 64 96.0 74.7 64 

128 128 192.0 149.3 128 

256 256 384.0 298.7 256 

512 512 768.0 597.3 512 

1024 1024 1536 1228.8 1024 

 

 

 
 

Figure 3. Encryption time (minutes) of generic HDFS, AES, AES with OTP and proposed approach 

File size 

(MB) 

Generic HDFS 

(minutes) 

AES algorithm 

(minutes) 

AES and OTP 

(minutes) 

Proposed approach 

(minutes) 

64 0.4242 0.8704 0.7311 0.5762 

128 0.8087 1.8216 1.3820 0.6136 

256 1.6089 2.7396 2.5484 1.3447 

512 3.0866 6.6682 4.8780 3.1175 

1024 7.9913 12.9751 11.2511 3.3483 

Total encryption time 

(minutes) 

13.9197 25.0749 20.7906 9.0003 

Throughput (MB/minutes) 142.5318 79.1229 95.4277 220.4370 
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Figure 4. Decryption and job execution time (minutes) of generic HDFS, AES, AES and OTP and proposed 

approach 
 

 

4.3.  Discussion 

In this research, we assessed the efficacy of a hybrid encryption strategy that integrates the AES and 

DES algorithms for the protection of HDFS files. Our findings indicate a notable decrease in encryption 

duration when compared to conventional techniques, with our method requiring 3.3483 minutes to encrypt a 

1 GB file, in contrast to 12.9751 minutes for AES alone. This enhanced efficiency can be attributed to the 

synergistic benefits of both algorithms, which not only bolster performance but also ensure robust security. 

When juxtaposing our findings with those from other investigations, such as [22], which focused on 

AES in isolation and AES combined with OTP, it becomes evident that our method provides superior 

encryption speeds and minimizes file size. Furthermore, our approach preserves the encrypted file size to be 

equivalent to that of the original, unlike the AES and OTP combination, which tends to inflate the encrypted 

file size. The proposed scheme demonstrates a higher throughput relative to both the AES and AES with OTP 

methodologies. It is well-established that increased throughput correlates with reduced energy consumption, 

indicating that the energy usage of the AES and DES combination is lower than that of the AES and AES 

with OTP configurations. 

Nonetheless, a limitation of our study is the reliance on a single-node Hadoop cluster, which may 

not accurately reflect performance in a more extensive and distributed setting. Interestingly, we noted a 

consistent enhancement in throughput across various file sizes, hinting at potential scalability benefits. The 

primary aim of this research was to improve data security within Hadoop's HDFS through the 

implementation of a hybrid encryption strategy. The findings underscore the necessity of refining encryption 

methodologies to adequately protect extensive datasets. This investigation lays the groundwork for additional 

studies on hybrid encryption techniques, indicating that future inquiries should focus on assessing 

performance in multi-node clusters and practical applications. Tackling these aspects will be essential for 

formulating more robust solutions for big data security. 
 

 

5. CONCLUSION 

In this research, the authors focused on enhancing data security within the HDFS. To address the 

security challenges associated with big data, a hybrid methodology was proposed that integrates both AES 

and DES encryption techniques. Each file is encrypted prior to being stored in HDFS, utilizing the AES and 

DES algorithms, and is subsequently decrypted during the map task. To assess the effectiveness of the 

proposed method, files of varying sizes were utilized in the evaluation. The experimental results indicated 

that this approach is more time-efficient compared to other methods implemented. Additionally, the proposed 

technique demonstrated superior throughput while maintaining lower power consumption. Importantly, this 

method does not result in an increase in file size. 
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