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 Expanding development environments to accommodate huge amounts of 
reusable components along with associated maintenance and evolution 

responsibilities has become difficult and costly for software organizations to 

cope with, while benefits are limited to owner organizations. The challenge 

of organizing reusable assets so that finding the right component needed has 
always been a big challenge. The literature of software reuse lacks a 

comprehensive search method that is efficient and covers the entire system 

development lifecycle (SDLC). This research work attempts to make an 

efficient use of the cloud computing advantages and thus, encourages the 
migration of reusable components to the clouds. The maintenance, the search 

process and cost-related problems encountered with traditional in-house 

development environments can be resolved conclusively on the cloud. This 

research work proposes a multi-classification and clusters approach to 
migrate reusable components to the cloud. Accordingly, it applies indexing 

process to classified reusable components achieving efficient search. In 

addition, the proposed approach adopts a comprehensive SDLC-based 

classification to organize reusable components so that searching and finding 
an appropriate component becomes an easy task due to the fact it is bound to 

the particular undergoing phase. Cloud computing provides more storage 

and resources with low cost, compared to traditional in-house development 

environments. 
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1. INTRODUCTION 

Software reusability means reusing an existing segment of source code in the development of a new 

system in order to add new functionality with little or no changes. In common engineering disciplines, 

systems are developed by assembling existing chunks of code that have been used in other systems [1]. 

Software engineering has traditionally concentrated on system development life-cycle itself, but more 

recently, software engineers have observed that to achieve quality software, faster and at lower cost, a 

systematic software reuse design process has to be adapted [2]. The principle of systematic software reuse is 

considered an essential strategy to achieve the saught long-term benefits of software reuse, this is supported 

by nemours articles in the literature including: [3]-[13]. On the other hand, Guha and Al-Dabass [14] 
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described that cloud computing refers to the delivery of computing resources as a service over a network. The 

term originates from the cloud-shaped symbol used in system diagrams to represent the intricate 

infrastructure it encompasses. 

Reusable components are typically kept in a repository as supported and described in many articles, 

including: [8], [10], [11], [15]-[18] and since the focus of this research work is on component-based reuse, it 

is worth describing a value-based central repository. Khan and Khan [19] summarized sixteen components 

and their interactions in such a setup, four of which are related to this research work. These include: (i) the 

audit system or access procedure to the central repository. It ensures that data is added and referenced into 

the repository correctly to facilitate retrieval systematic retrieval. (ii) A searching and report generation 

process to inform the project manager about the number of reusable components in order to communicate 

with clients regarding product delivery. (iii) In the central repository, tagging is done for each component to 

help in the classification of components with similar attributes. (iv) The legacy directory contains all 

components supported by the legacy systems. Legacy components are sub-categorized according to various 

third-party tools, codes, test cases, or design documents. 

Furthermore, a set of rules associated with a value-based repository system has been identified in 

[19]. The related ones to this research work include: classification: the components should be classified 

before storing into the repository. Sub classification categories can be identified based on functionality and 

type of reusable components. Tagging: appropriate keywords can be associated with each component. The 

keyword tagging helps other users to easily find a specific component for reusability purpose. Indexing: a 

keyword indexing can be performed for search optimization of the reusable components stored in the 

repository. 

In fact, classification and indexing are the two identified rules with most relevance to our research 

work in this paper. Malik [20] proposed an approach of two indexes to classify software components for 

reuse, while in this paper a new system development lifecycle (SDLC)-based approach is used and supported 

with three indexes to search reusable components during the implementation phase (coding) of a given 

software project. 

Problem statement: many software organizations recognized that developing software with reusable 

components could significantly reduce development effort and cost while accelerating delivery. However, the 

lack of a standard process model in this field led to the overall failure of several approaches, including the 

Jasmine and Vasantha methods [21]. Reinhartz-Berger [22] stated that while software reuse reduces costs and 

effort, improves quality, and enhances productivity, it also presents challenges in retrieving existing artifacts 

and adapting them to the specific context. 

Another aspect of the problem has been pointed out in, [6], [23], [24] there is no explicit integration 

of knowledge with software development projects, which forces developers to repeatedly search for similar 

and recurring solutions to tasks, instead of reusing this knowledge. Giordano et al. [25], identifies two 

limitations in the current literature: (i) the extent to which developers actually use code reuse mechanisms 

over time is unknown, and (ii) it is unclear how these mechanisms may contribute to explaining defect-

proneness and maintenance effort during software evolution. Khan and Khan [19] outlined several drawbacks 

of traditional existing repository systems. These include: (i) un-standardized procedures for keeping reusable 

components in a repository led to the fact that developers would create folders of their own choice. Usually, 

they use their names for the folders instead of meaningful names that reflect the contents of folders. Thus, 

other developers would be unable to recognize them or utilize them. (ii) No control or any sort of 

management of developers accessing the repository. As a result, unnecessary data will be accumulated and 

decrease the efficiency of the system. (iii) Unlike locals, remote developers could not reach out to the 

repository asset. (iv) The lack of management policy to categorize and keep items with similar characteristics 

in one location makes the utilization of the repository more difficult. (v) Absence of indexing of the 

components residing in the repository makes tracking of the software components difficult. 

Furthermore, in the literature [26]-[28] there are calls for innovative approaches that avoid  

re-designing and re-implementing software solutions, features, patterns, components, designs, tests, and so 

forth. Therefore, the problems to be handled in this research work include inefficiency of search method, 

disorganization, and difficulty of finding the appropriate reusable components. Literature review: software 

reuse is not yet a mature discipline, and offers many research opportunities [29]. One research attempt to 

show that fuzzy retrieval has an improved retrieval performance over typical boolean retrieval [30]. Other 

attempts went to develop a conceptual framework to investigate software reuse practices [28], [31] or 

achieving reuse through an enterprise architecture-based software capability profile [32]. While others, such 

as [26], [33] adapted opportunistic design, they argue that challenges associated with such a development 

model are quite different from traditional software development and reuse. Frakes and Kang [34], 

component-based software engineering (CBSE) has emerged directly from advancements in software reuse. 

An important area in software engineering has been designing software components for future reuse. The 

characteristics, desired properties, and design principles for CBSE have been extensively studied and 
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analyzed. A software system developed using reusable components follows a ‘with’ reuse process, whereas a 

component designed for reuse in other systems follows a ‘for’ reuse process. In the ‘for’ reuse process, the 

key focus is to examine how components are built for reuse and how this process impacts the quality of the 

components. 

Frakes and Kang [34] identified two sets of hypotheses. The first set of hypotheses is associated 

with ‘Design for Reuse’, these include, a reusable component is larger than its equivalent one-use 

component. A reusable component requires more development effort than its equivalent one-use component. 

When designing and building a reusable component, a developer is more productive compared to designing 

and building a one-use component. A reusable component typically has more parameters than its one-use 

counterpart. The second set of hypotheses is associated with ‘Design with Reuse’, and these include, the 

smaller the component, the easier it is to reuse, with size measured in source lines of code. A component 

designed and built following a specific reuse design principle is easier to reuse than one not built with that 

principle. Additionally, the more experience a programmer has, the easier it is to reuse a component.  

A component that has been tested by the user before reuse is easier to reuse than an untested one. 

The concept of ‘Design with Reuse’ is the focus here. The reusable components (previously 

designed ‘for reuse’) are available, but they need to be organized in a way that makes it easy and efficient to 

search and find the appropriate ones accordingly. Numerous articles can be found in the literature concerning 

searching and classification of reusable components, including semantic-based and natural language search 

[11], [15], [35]; using the intent and contextual meaning behind a search query to deliver more relevant 

results. Such techniques rely on the user’s intent to formulate the query, not the developer of the component, 

as a result the search may not retrieve the exact desired components. Another set of articles [36], [37] 

claimed software reuse technology based on common factor method, and in [38] construction and utilization 

of problem-solving knowledge-base for dealing with problems, and to recommend potential causes of a 

problem based on multiple symptoms reported. 

Furthermore, Hudaib et al. [39] used the Chidamber and Kemerer (CK) metrics suite to identify the 

reuse level of OO classes. The self-organizing map was used to cluster datasets of CK metrics values 

obtained from Java-based systems. The objective was to identify the relationship between CK values and the 

reusability level of the class; categorized as high, medium and low reusable. The research work focused 

solely on object-oriented classes, while ignoring the procedural programming paradigm. Likewise, Ma et al. 

[40] only focused on unified modeling language (UML) class-diagram. 

Manjhi and Chaturvedi [41] claimed that a functional paradigm may facilitate code reuse more 

effectively than object-oriented or procedural programming paradigms. Their research centers on identifying 

reusable components within the functional programming paradigm. They conducted experiments using 

Haskell to analyze various software metrics of components. The self-organizing map algorithm was 

employed to cluster functions from three packages into three distinct classes based on their reusability. 

Function clustering was determined by metrics thresholds and their average values. Other types of reusable 

components, such as documents, diagrams, charts, and forms were not considered. 

Nguyen et al. [42] had formerly proposed AURORA as a machine learning classifier for meta model 

repositories, and they attempted an improvement of AURORA. In both cases, their work was limited to meta 

model repositories. In addition, Namitha and Kumar [43] they proposed an algorithm for identifying the 

recurring concepts in data stream clustering, limiting the service to data streams. 

Some of the researchers attempt to deploy reusability approach in specific medical application, such 

as Liu et al. [44], they provide a reliable and reproducible approach for genomic data management within a 

software tool (R) environment to enhance the accessibility and reusability of genomic data. Such approach is 

only limited to medical-applications associating with DNA data. It can be found in the reuse literature 

research work focused on early stages of the SDLC, namely planning, analysis, and design, such as Guber and 

Reinhartz-Berger [8], avoiding the inclusion of an important phase the coding or the implementation phase. 

Therefore, the contribution of this research work is to overcome limitations found in previous 

related work as described above and propose an efficient approach to easily find the appropriate reusable 

components for a given requirement. The organization of the remainder of this paper is as follows: section 2 

presents the methodology along with rationale justification and contribution of this research work. Section 3 

presents a critical discussion of the findings, and section 4 draws the conclusions of this research and outlines 

associated future research work. 
 

 

2. METHOD 

The methodology of this research work consists of the following steps: 

 Step 1: justifying the need for migrating reusable components to the cloud, and thus, describing cloud-

computing model, advantages, benefit and drawbacks. 
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 Step 2: evaluating existing classification methods of reusable components, and consequently selecting the 

most appropriate combination of such methods to be adopted in this research work. 

 Step 3: describing the proposed multiple classification approach for reusable components, including the 

introduction of a new classification based on the SDLC. 

 Step 4: indexing and clustering reusable components to facilitate an efficient search and find process. 

Figure 1, visualize the steps of the executed methodology in this research work.  

 

 

 
 

Figure 1. Proposed methodology steps 

 

 

2.1.  Step 1: justification to migrate reusable components to the cloud 

There are good reasons for business organizations to migrate their data and operations to the cloud. 

Numerous articles in the literature, including Brohi and Bamiah [45], and Millham [46], support this claim. 

In business organizations, users are required to pay only when they use resources. There are no maintenance 

costs associated with resource management across the system. Additionally, cloud computing models 

enhance business agility by allowing the system to scale up or down as needed to meet business demands. 

Thus, cloud computing represents an evolution of several technologies, including grid computing, distributed 

computing, and service-oriented computing. 

Brohi and Bamiah [45] summarized the complete structure of the cloud-computing paradigm: 

- Stakeholders (providers, users and adapters). 

- Services (SaaS, PaaS, and IaaS). Both software as a service (SaaS), and platform as a service (PaaS) are 

considered appropriate examples for a setup that accommodates reusable components, as proposed in this 

research work. Developers can use such a cloud model, namely a compiler package, to build and test their 

software applications on the cloud itself; and that is PaaS. Although SaaS refers to running applications 

provided to clients as a service, simply downloading or copying the reusable components to be deployed 

on developers’ own workspace is also considered SaaS. Infrastructure as a service (IaaS) is not of concern 

to this work. These applications can be accessed through a thin layer interface such as a web-browser. 

Consequently, system developers do not need to install and buy licensed applications or even heavy 

hardware. They simply pay per use. 

- Development models (public, private, hybrid and community clouds). 

- Challenges (trust and privacy, interoperability and reliability). 

- Benefits (cost reduction, easy scalability and increased productivity). 

Furthermore, Sinha et al. [47] in their book highlight the need for cloud computing and the real benefits 

derived by its application. This supports the claim in this research work that cloud computing paradigm is an 

excellent environment for reuse application. 

 

2.2.  Step 2: evaluation of existing classification methods 

Classification of reusable components is the process of assigning one to a group of similar 

components. Classification helps in identifying what criteria may be used in the matching process. Reusable 

components should be organized in a way that permits an easy retrieval process.  

Typical criteria for a classification plan of reusable components support the following:  

 Continually expanding collections of reusable components; 

 Finding components that are similar or approximate, not just exact matches; 

 Finding functionally equivalent components across domains; 

 Being precise and having high descriptive power; 
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 Being easily usable by end user, and agreeable to automation. 

According to Malik [20], Rao and Niranjan [48], several attempts can be found in the literature to 

classify components. These include free text classification that is used with textual nature components, such 

as documents. Keywords are used in such a classification system. For a given number of searches used to 

retrieve appropriate information, each search with a different keyword returns different components. 

Consequently, all component-indexes are searched in order to find an entry. The drawback of free-text 

classification is that it requires high cost for the indexing process, while keywords used are uncertain in 

nature. In addition, the outcome of a search process may result in several irrelevant components. 

Furthermore, as claimed by Coullon et al. [49] the complexity of distributed software creates a necessity for a 

suitable methodology to ensure the correctness of setting up component-based systems. 

Enumerated classification is hierarchical structure consisting of several levels of classes and 

subclasses, whereas the leaf-level classes are the actual components. The drawback of enumerated 

classification alone is that it does not provide a useful classification technique for reusable software 

components because it is difficult to expand. On the other hand, the enumerated classification is a very fast 

method. 

Formal specification-based classification based on the description of the component’s function. 

According to Houhamdi [50], each component is indexed with a formal specification that indicates its 

functional behavior. With software reuse and retrieval, formal specification-based classification can assist in 

discovering whether one component can be substituted for another, or how a component can be changed to 

meet certain requirements. 

Signature matching, in this classification, each component is given a signature. For example, if C1 

and C2 are the components then C_signature can be represented as follows: c_signature: match (c1, c2) = 

match (returns type and parameter of c1, c2) for instance, integer add and subtract operations have the same 

signature but opposite behavior; the c library routines strcpy and strcat have the same signature but 

completely different behavior. For repositories with huge numbers of reusable components, users will 

frequently encounter a situation where components have identical signatures but very different behaviors, 

which considered a potential problem. 

Faceted classification, the idea of this classification is to identify descriptive features of 

components, such as functions, data manipulated by components or the context in which the component is 

used. These descriptive features are called facets. The next step is to prioritize the facets based on their 

importance and then connect them to a component. The faceted classification is useful to categorize the wide 

variety of reusable components in a repository. The collection of attributes that describe a component is 

referred to as the facet descriptor. This includes aspects such as function, object type, or system type. 

Additionally, keywords are assigned to these facets for each component stored in a reuse repository. 

Developers use a keyword to search for a possible component. Malik [20] claimed that faceted classification 

has proven to be an effective technique to create libraries of reusable components, irrespective of its 

limitations. 

Attribute value classification is like faceted classification, a set of attributes is defined for all 

components in a domain area, and such set is used to classify a component by assigning values to the 

identified attributes. Unlike faceted classification, there is no restriction on the number of attributes that can 

be utilized, nor is there prioritization among them, which is seen as advantageous. For instance, a book can 

have numerous attributes like the author, publisher, ISBN number, and classification code in the dewey 

decimal system. However, the drawback of attribute value classification is that it is slow. 

Cluster-based classification is unlike typical classification, which is simply some sort of supervised 

learning. Clustering algorithms, a form of unsupervised learning, organize a set of reusable components into 

clusters. The goal is to identify clusters that are internally cohesive yet distinct from one another. 

Components within the same cluster should be highly similar, while also differing significantly from 

components in other clusters. There are two common types of clustering, distance-based and conceptual 

clustering. For example, reusable components would be grouped according to their descriptive concepts. 

Folksonomy approach of classification (FTC) is a distributed classification system, typically 

established by a team of resource users. Users provide tags (can be thought of as keywords, category names 

or metadata) to online items, such as images, videos, and text. These tags are then shared and sometimes 

refined by users. The advantage of this method is its simplicity; users can use it without a need for training or 

background knowledge. On the other hand, ambiguity of the tags can emerge while users apply the same tag 

in different ways without guidelines. Thus, the major drawback of FTC is the imprecise tagging. 

 

2.3.  Step 3: proposed approach toward classification of reusable components 

In this research, a multi-method classification approach is used. As mentioned in the above section, 

each individual classification method has some drawbacks, and each method may suit a certain descriptive 
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feature, such as type, functionality or name. Therefore, choosing any single classification method would not 

solve the problem efficiently. Consequently, the choice of a multi-method classification came as an attempt 

to overcome the drawbacks of individual methods while maximizing the benefits of using more than one 

method. 

The first classification method is dedicated to organizing major existing application domains. These 

include, banking, inventory, payroll, e-commerce, insurance, healthcare, airline reservation, user-interface, 

educational, communication and many others. More than one choice can be applicable to classify these 

application domains, for example, free text classification FTC. Both of these approaches use keywords or 

tags to identify certain application domains. Herein, FTC will be used to manage existing application 

domains due to the simplicity of choosing a suitable tag. No training is necessary, and most users will simply 

identify a commonsense tag. 

Table 1 illustrates a possible outline of such tagging process. The first column from the left-hand-

side represents high-level tags, each of which can be used to group multiple sets of systems in a single 

application domain. Obviously, Table 1 can accommodate any number of existing domains. The second 

column shows the associated sub-tags that belong to a higher-level domain. For example, forms, buttons, 

labels, data-fields, and titles are sub-tagged, and all belong to the high-level tag ‘GUI-objects’. The third 

column describes the possible items that can be found under each sub-tag. For example, input/output forms 

and error messages are described as forms. 

 

 

Table 1. Illustration of possible tagging for existing application domains 
High-level tag Sub-Tag Description 

1. Functional-

code 

Finance Indicates all types of financial systems, including banking, 

ATMs, credit card, investment, and money exchange. 

Reserve Indicates all types of reservation systems, including airlines, 

hotels, and car rentals. 

Inventory Indicates all types of inventory systems, including typical 

inventory items for grocery stores, and pharmacies. 

Insurance Indicates all types of insurance systems, including health, life, 

vehicles, homes, and assets. 

Payroll Indicates all types of payroll systems, including typical based-

salary employees, hourly-wage employees, consultants, etc. 

+more… +description… 

2. GUI-objects Forms Indicates all types of object-forms used in the user-interface 

systems, including input-forms, out-put, and error-messages. 

Buttons Indicates all types of object-buttons used on forms. 

Labels Indicates all types of object-labels, headers or titles used on 

forms. 

+more… +description… 

3. Data Test-cases Indicates different groups of test cases, including credit card 

numbers, social security-numbers, ISBN numbers, grades, etc. 

Datasets Indicates different groups of datasets, machine-tweets data 

sets, and addresses. 

Database Indicates different groups of databases, including inventory, 

and payroll. 

+more… +description… 

           :        :                                             : 

4. Documents Requirements Indicates different groups of requirements of analysis 

documentations, including preliminary-requirements, and 

specification-requirements. 

Design Indicates different groups of design documents, including 

data-flow diagrams, ER diagrams, use-cases diagrams, and 

sequence diagrams. 

Reports Indicates different groups of reports, including progress 

reports, and maintenance reports. 

+more… +description… 

 

 

A complement contribution of this research work is introducing a new classification method based 

on the SDLC. Users look for reusable components that are typically associated with the current phase of the 

SDLC of their project. For example, in the planning phase two (or more) categories of reusable components; 

document and charts. Except for the coding phase, all other phases have similar types of reusable 

components, including ‘documents,’ ‘charts,’ and ‘forms.’ The source code will be handled differently and 

thus; it is the focus of this paper. Table 2 shows the complete set of possible categorizations of reusable 

components in each phase of the SDLC, except for the coding phase. Reusable code components will be 

handled through faceted-classification, clustering, and indexing approach. 
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Table 2. Illustration of possible SDLC-based classification of reusable components 
Phase Software artifact Examples of related software artifacts 

Planning Documents  Project-scope description 

 Alternative solutions and their feasibility 

 Resource plan description 

 Risk analysis description 

 Communication plan description 

 Feasibility report 

Charts  Gantt-chart project plan 

 Work break-down structure chart 

 Organization chart, etc. 

Analysis Documents  Problem description 

 Sources/sinks descriptions 

 Processing description 

 List of requirements 

 Final specification requirements 

Charts  Existing system’s functional modeling diagrams 

(eg. DFDs, SSD, use-case, activity, and state-machine) 

 Data modeling diagrams (eg. ERD, class, and cause-effect) 

Forms  Questionnaires 

 JAD forms 

 User-cards/story-cards 

Design Documents  Solution descriptions 

 Input and output descriptions 

 Structure English descriptions 

 Quality attributes descriptions 

Charts  New system’s functional modeling diagrams  

(eg. DFDs, SSD, use-case, activity, and state-machine) 

 Data modeling diagrams (eg. ERD, class) 

 GUI dialogue diagram 

Forms  Input forms 

 Output forms 

 Error-messages 

Coding ………… Reusable code components will be handled through: 

 Multi-classification Approach 

 Clustering and indexing  

Testing Documents  Testing strategy description. 

(eg. unit, integration, system, and validation tests) 

Test cases  Numeric test cases 

 Alphabetical 

 Alpha-numeric 

 Dates 

 

 

2.4.  Step 4: indexing and clustering of reusable components 

To facilitate an efficient search for the appropriate reusable component, the proposed approach uses 

three indexes to browse for components. The first set of components is grouped into clusters. Each cluster is 

a group of similar type components that are coherent internally. Clusters are created on the basis of selected 

attributes, namely functionality and type of components. For example, user interface objects are grouped in 

one cluster, sorting-functions in another cluster, controllers in a third cluster, and so on. Figure 2 illustrates a 

possible different grouping of several clusters within a selected application domain. Based on the idea of 

identifying different clusters, the first index (cluster index) is created to search clusters for a type of required 

component. Figure 3 illustrates the first index, which is the cluster index. 
 

 

 
 

Figure 2. Grouping of clusters 
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Figure 3. Indexing for clusters 
 

 

The use of the cluster approach initially narrows the search space. For example, if the user is 

working on a graphical user-interface system, then cluster-N in Figure 3 will be the target to search for 

related components. Such components could be a ‘Form,’ ‘Button,’ ‘Label,’ or other related component. 

Now, further faceted classification method is applied to classify categories of similar components within a 

single cluster. Thus, a cluster might contain one or more categories of related reusable components, 

depending on the range of identified components. Figure 4 illustrates a possible categorization of cluster-2: 

function. Based on the idea of identifying different categories in a single cluster, the second index (category 

index) is created to search each category within a given cluster. Figure 5 illustrates the second index applied 

on cluster-2: function. 

 

 

 
 

Figure 4. Possible categorization of single cluster 

 

 

 
 

Figure 5. Indexing for categories 
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Faceted classification method is applied to classify each component within a cluster-category.  

Thus, a cluster-category might contain one or more reusable components, depending on the number of 

existing ones. To explain this last level of indexing, Figure 6 illustrates an example of using facet 

classification, assuming one sort of component among several others within category-1: sorting within 

cluster-2: function. 

 

 

 
 

Figure 6. Illustration of using faceted classification on a sort component 

 

 

Like the sort-component indicated in Figure 6, another can be added as a reusable sort-component with the 

following descriptor:  

 

Sort-Component: #2 

Function: Descending Sorting 

Type: Quick Sort 

Data: Alphabets 

Context: Sorting Customers YTD purchases 

 

Consequently, if multiple sort algorithms should be acquired in a repository, this requires several reusable 

components, including: Bubble-Sort, Quick-Sort, Selection-Sort, Insertion-Sort, Merge-Sort, Counting-Sort, 

Radix-Sort, Bucket-Sort, Heap-Sort, and Shell-Sort. 

The advantage of faceted classification is its flexibility. The linked keywords to the facets can be 

added, changed, or removed easily. On the other hand, the user who intends to make good use of the reusable 

components must acquire certain knowledge, which may be considered a limitation. However, the researcher 

believes that the benefits override such limited drawbacks since developers should acquire knowledge of 

functionality for different components. To conclude the methodology, the last step is to create the third index 

on components. Figure 7 illustrates the use of the third index (component-index). 

 

 

 
 

Figure 7. Indexing for components 
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3. DISCUSSION OF THE OUTCOME 

To facilitate the process of finding appropriate reusable components for a given set of requirements, 

a new cloud-computing-based approach is proposed as described in section 2. The search process for a 

suitable component is guided by the current phase of the SDLC. For example, when the developer is working 

on activities during the analysis phase, the search process for a required item is straightforward. It is simply 

performed through free text classification with textual nature and key word, such as document. This will be 

also true for most of the phases except for the coding phase. 

To facilitate the process of finding appropriate code component during the implementation phase the 

proposed multiple classification and clustering methods approach is used. It illustrates a hierarchy of reusable 

components grouped together according to application domains, and then clustered based on selected 

attributes, including functionality and type. Subsequently, within each cluster, coherent reusable components 

are grouped together as a separate category. When a developer wishes to find a reusable component, the first 

action is to pick an appropriate application domain, after which a key-search value, such as component name, 

is used for the search process. As a result, a list of related clusters will be displayed. The ‘Cluster Index’ will 

help the developer to find the appropriate cluster. Next, the ‘Category Index’ will be used to narrow the 

search by avoiding unrelated categories within a given cluster. Finally, the ‘Component Index’ will bring out 

the most related component. While examining components for suitable match to a given requirement, the 

developer makes a choice of adoption or re-starting a new search.  

Furthermore, the following algorithm summarizes the search process as described in the proposed 

approach: 

 
Do 

-Browse the library for the appropriate application domain. 

- Select the appropriate domain. 

- Enter (name) the current phase of the SDLC. 

- Begin if 

Planning, Analysis, Design or Testing 

Search for documents, charts or forms. 

Else (# current phase is coding) 

o Use the first index to search for appropriate cluster. 

o Use the second index to search for the most-related category. 

o Use the third index to search for the most-related component. 

End if  

- Begin if found 

Adopt component 

Found = TRUE 

Else 

Message “Do another search” 

Found = FALSE 

End if 

Until Found 

 

Irrespective of the current phase of the SDLC, developers can perform any possible search process for a 

reusable component very efficiently. The short-cut of such a search will bring out an appropriate reusable 

component, and thus, over perform any other existing methods as described in section 2 (step 2). 

 

 

4. CONCLUSION AND FUTURE WORK 

There are several existing methods that can be used to classify reusable components, each of which 

has some limitations. It can be concluded that in this research work, a proposed approach demonstrates an 

efficient search process for reusable components based on multiple methods of classification guided by the 

current phase of the SDLC. The accordingly classified reusable components are residing on the cloud 

allowing high availability service and maximizing the benefits worldwide. However, there are some 

limitations to the proposed approach concerning the monitoring of such a cloud setup to gather statistics of 

the actual usage of the components. It will be a good idea to record developers’ choices of reusable 

components. The record can contain date/time, module name, application domain, developer name. 

Consequently, recording components’ adoption will be used to rank the components; so that a more reusable 

component has a higher rank. The rank value assigned to a component can be used to enforce priority of 

displaying the component in the next relevant search. Such a technique could further enhance the search 

process and facilitates finding the right component for the matching requirement. Thus, additional research is 

needed to incorporate usage features including ranking. 
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