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ABSTRACT

The metadata system is the key system for sharing and transforming data between various information systems (IS), and each database system has its own structure for storing and retrieving metadata information. Metadata information must be extracted for data transformation. Furthermore, these procedures were required to communicate with each type of database system and retrieve the stored metadata; these processes required much information and effort. To overcome the challenge of accessing and extracting metadata from any type of data source, a uniformed method must be developed and integrated into any organization's information systems. The semi-structured data extraction method (SeDEM) is a developed method that includes three main operations: logical structure operation, unique key operation, and relationships operation. Finally, the accurate information obtained using the SeDEM addressed data quality issues concerning the integrity and completeness of the data transformation.
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1. INTRODUCTION

Many organizations and businesses now have their own information management system. Metadata, which can be defined as data that describes other data, is the key for sharing and transforming data between various information systems. The primary goal of metadata is to provide structured information that can be used to explain, manage, and describe information sources. Furthermore, this term correct and effective design and management contribute to the overall efficiency of any organization information systems [1]–[4]. The metadata of a database describes the schema as well as all other stored data in a database system, such as table details, data types, constraints, and relationships. Metadata is essential for database reporting, query creation, and data transformation [5]–[9].

Notably, many tools, such as cross-database studio, database-bridge, and data-management center, are available for re-engineering and data transformation between various database systems. All of mentioned tools are based on the metadata stored in the source databases [10]–[12]. In light of this, extract, transform, load (ETL) refers to the process of extracting metadata information from source databases, transforming the obtained data, and loading it to the target system. It can also be defined as data transformation processes between source and target databases [13]–[16]. Furthermore, the structure and access methods for metadata information differ between different types of database systems; for example, in relational databases, in the Oracle system, there are two locations used to store metadata information called data dictionary and metadata-registry, which built-in-views can access. The number of these views varies by Oracle version; the
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main built-in-views are "all objects", "all tables", and "all views" [17], [18]. Furthermore, in structured query language (MySQL), a specific database called "information schema" is used to store metadata information related to all stored databases in a MySQL instance. This database contains a large number of read-only tables that view but not base tables. Therefore, just the data can be readable without any operations such as delete, insert, or update. All of the stored data in this database can be viewed using SQL commands; many tables related to various functions are stored in this category, including "information schema columns", "information schema tables", and "information schema. Key column usage". In addition, there is no metadata to describe the stored data in the semi-structured spreadsheet [19], [20]. Metadata in a database system efficiently describes the stored data. Many approaches to sharing and transforming data from one system to another have been developed, and almost all of these approaches are based on the stored metadata in source systems [3]. Basically, researchers [21]–[24] developed methods for transforming data between two relational databases. These approaches were based on the concept of extracting the structure of the source database from the stored metadata, then using the metadata information to generate the structures of the database objects in the target database using the developed methods. Once the structures of the database objects in the target database have been successfully created, the final step is to move the data from the source to the defined locations in the target database. These methods have provided effective solutions for transferring and transforming data between two relational databases. However, the structure of all of these methods is built on the metadata information stored in the source database. As a result, tracking and analyzing each metadata structure in various relational databases is difficult. It is worth noting that the following method differs from the previous approaches in that it uses the source metadata to design a data repository. Xiao et al. [25] presented a methodology for transforming databases from the current system to the target data warehousing using metadata stored in the source database. This method contributed to the development of a framework for constructing an organization repository using stored metadata information as a guide, which can support both relational and non-relational information systems. The data transformation processes from the source database to the target data repository are primarily determined using this method's extracted metadata. Moreover, the developed system must be updated on a regular basis in accordance with the structure of the information sources, and these are potentially difficult procedures to analyze each system metadata.

In the case of system redesigning and query management, the following two methods made use of the term metadata. Based on the stored metadata, Ristić et al. [11] proposed a method for reverse database engineering. This method contributes to improving information systems by redesigning the storage of existing relational databases using metadata. According to this method, the old system's metadata must be extracted by users, and the new system must be assigned by users, with no flexibility for auto-extraction of the stored metadata. This method used comparisons based on stored data and stored metadata data to redraw the steps of reverse engineering processes. Finally, Anitha and Mukherjee [26] developed a methodology for managing database queries that made use of the stored metadata. The developed framework is used for efficient data retrieval from cloud databases. Based on the processes of this method, the system begins by reading the user's query and then investigates the stored database metadata to reduce the time spent searching for and retrieving information. This method provided a good solution for dealing with queries. Each type of database system must design processes for analyzing and extracting information from stored metadata, and these processes differ from one system to another. Furthermore, it isn't easy to be interacting with each type of database system and efficiently extract metadata information.

In this paper, we propose a uniform method for obtaining metadata information from various types of data sources systems based on the R programming language. The first step in this method deals with scanning the entire data in the selected data source, then generating accurate metadata information and the relationship between tables based on the developed algorithms. The following are the main contributions of current research: a standardized method for obtaining metadata information that can be used with all types of data source systems. The developed method reduces the amount of time, the number of applications, and the effort required for metadata management. Finally, it improves an organization's information systems by sharing data, migrating data, and upgrading systems. This research is structured as follows: The developed methodology and method are discussed in the second section, and the developed method is tested with the chosen case study. Section three contains the results with discussions, and section four includes the conclusion and future work.

2. THE PROPOSED METHOD

This study proposed work is concerned with the extraction of metadata using the R programming language. In general, the semi-structured data extraction method (SeDEM) consists of three steps: the first involves connecting to a selected data source; the second step is used to extract the required data from the selected data source. The third step entails generating metadata for the extracted data. In SeDEM, all data
from relational, non-relational, and semi-structured spreadsheets are stored in the R environment and considered the source system. It is worth mentioning that after the extraction processes, each dataset will be saved in the R environment, and each file will have the R program extension that ends with the character "filename R". All tables in the R environment are semi-structured, and there is no metadata to describe this dataset. In addition, the SeDEM was developed to deal with this type of data and generate metadata for any desired dataset from any source within the R environment. The second step was carried out after the data had been transformed and saved in R table format. The developed algorithms in the R environment proposed in this step to extract metadata information from the stored data and save it in a predefined location. Finally, the step includes displaying information that explains the logical structure of the stored data (the data describe other data).

The general processes in this method begin with connecting to the desired source data, followed by extracting and saving the required data within the R environment. The obtained data are saved as a table within the R system. Essentially, the R program stores each dataset as an R data frame with a unique name. Furthermore, three types of algorithms exist in SeDEM and are presented as follows: The first algorithm, "Algorithm.1", is used to connect with the desired source system. The second algorithm, "Algorithm.2", is used to extract and load the desired dataset from the source system into the R environment. The third algorithm, "Algorithm.3", deals with logical structure extraction (metadata extraction) for the predefined dataset and includes three sub-algorithms, "Algorithm 3.1", "Algorithm 3.2", and "Algorithm 3.3". Figure 1 depicts the general processes of the developed method.

2.1. Datasets extracting

The data extraction method is the process of obtaining the necessary data from a predefined data source. The first algorithm, as previously stated, was used to generate the connection name with the predefined data source. Furthermore, the SABR algorithm based on R programming was used with all of the semi-structured tables to set up the connection and create the connection name [27]. The second algorithm used the connection name from the first algorithm to extract the required data from the predefined data source. Each source system has its own set of properties and models for storing and managing data. The data in relational databases is stored in a relational format in a table, and the table is organized into columns. In light of this, relationships exist between database tables in relational databases. There are no relationships between the data in non-relational databases, and the data is mostly stored in a collection [28], [29]. Each defined dataset in R studio is saved in table format in the R environment [27]. The table is a data structure that is organized into attributes and rows [30]. The second algorithm will transform each selected data source to the R environment. As a result, the first step in the second algorithm is to determine the names of the necessary datasets from the source system. In the second step, each dataset will be chosen based on its assigned name. The selected dataset will be transformed to the R environment and saved in the table based on the R data format. Furthermore, each table will be treated in R as columns and rows (R data frame), if there is more than one table in the R environment, each table is isolated, and there is no relationship between these objects.

2.2. Metadata extraction

All datasets extracted and saved from source systems into the R environment will be saved as semi-structured tables in the R data frame. As a result, there is no metadata for this type of object. The metadata data generation processes are based on the stored data of each table in the R environment. The R studio can provide a variety of functions for reading the data in each table. Moreover, the third algorithm was created in order to generate metadata for the desired datasets. All defined and undefined operations can be applied to the extracted data at this stage [31]. This work has developed a set of operations to generate metadata information from any chosen dataset. Furthermore, to support various functions, all operations are based on the concept of a relational database [32], [33] and the codes are written based on the R programming language. The first operation is also the logical structure operation. We will perform this operation if we need to extract the logical structure information for the assigned tables. This operation categorizes the attributes of...
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Figure 1. The general processes of the developed method
group tables based on the criteria specified and saves the results in "Table 1". Then, based on this operation, we can begin to address the following issue: "Given a logical structure definition for each attribute in each table". In addition, each attribute logical structure information contains the following characteristics:

- Name ∈ {The column name in the original table}
- Ordinal-position ∈ {The column position in the original table}
- Data-Type ∈ {Number, Varchar, Date}
- Size of data type ∈ {Number = 30, Varchar = 40}
- Attribute null able ∈ {Yes, No}

To clear the above rules, Algorithm 3.1 is invoked, which is used to obtain “Table_1” that includes the table name, column name, ordinal position, data type, and maximum length. Furthermore, Algorithm 3.1 was used to assign the nullable attribute feature. Algorithm 3.1 was divided into two parts to provide a clear picture. The first part is to assign the nullable feature to the datasets. The second part addresses attribute keys and relationships. Notably, Algorithm 3.2 was developed to obtain information about the attribute key constraint to extend the work of Algorithm 3.1. The unique key operation occurs when we need to test and register whether or not the column contains duplicated values. The workflow of this operation begins by selecting the attribute and comparing the number of null values, all tuples, and distinct tuples for the same attribute, and all the results of Algorithm 3.2 will be saved in "Table 2". We address the problem of “identifying the unique table keys” using this operation. In this study, each attribute that is considered a unique key must adhere to the following rules:

- Rule1: no duplicates in tuples.
- Rule2: accept only one null value.
- Rule3: the number of distinct tuples is equal to number of all tuples.
- Rule4: in case of one null value, the number of distinct tuples is equal to number of all tuples minus one.
- Rule5: each table can hold more than one unique key.

Based on the above results of Algorithm 3.2, the operation of the relationship can be identified using the developed Algorithm 3.3. This type of operation occurred in case we needed to extract the relationships between a group of tables. In this operation, the conversion criteria are defined in order to extract the relationship between various assigned tables. The current operation processes start selecting an attribute from one table and make the comparisons with other attributes saved in other tables. All the results of Algorithm 3.3 will be saved in “Table 3”. Based on this operation, we address the problem of: “Identifying the tables relationships”. In this research, to extract the relationship between the defined tables, the following rules are used for that purpose:

- Rule6: the data types must be the same in the connected attributes.
- Rule7: no null value.
- Rule8: can accept the duplicate tuples.
- Rule9: each attribute is unique and does not include null value and has a relationship with any attribute is called the primary key.
- Rule10: each attribute is not unique and does not include null value and has a relationship with any attribute is called the foreign key.

The pseudocode of Algorithm 1, Algorithm 2, Algorithm 3.1, Algorithm 3.2, and Algorithm 3.3 based on R programming language are presented in the next section.

2.3. Modelling the developed method with the real case study

To validate the developed method and its algorithms, we use a connection to a relational database as an example. MySQL is a relational database management system for managing and storing relational data. The proposed example in this study deals with tables stored in the MySQL database. This database is known as the human resources (HR) database and is used to store and manage human resources information. It consists of seven tables with various types of relationships between them [34]. In light of this, to verify the first Algorithm 1 in the developed SeDEM method, the following pseudocode was used to set up the connection with the MySQL database based on the R programming language.

As a result of the preceding code, the connection name is regarded as the gateway to accessing the predefined data source and meeting the data transformation requirements. The next step is to deal with the extracted desired datasets from the connected data source. Furthermore, the list of the tables required to be extracted from the MySQL database needs to be assigned, as shown in the Algorithm 2.

All of the tables assigned in the second algorithm will be extracted and saved as an R data frame in the R environment. The seven tables are extracted as a result of the second algorithm and used in the remainder of this research to validate the developed method and generate metadata information from the selected data source. In addition, Algorithm 3.1 was used to generate the logical structure information for each table's attributes, as shown in section 2.2.
As a result of Algorithm 3.1, all of the columns in each table are extracted and collected in a single table called "Table_1". From the table name, we assign the source of the attributes and attribute ordinal position. All the other information related to data types, such as the size of data and null-able features, will be extracted from analyzing the stored data in each attribute. Table 1 displays the results of Algorithm 3.1.

Algorithm 3.2 was added to determine the unique key constraints to extend the functionality of Algorithm 3.1. Algorithm 3.2 work is based on both the original tables stored as R data frames and the output of Algorithm 3.1 "Table_1". As a result of this algorithm, all the information coming from the unique key of each attribute are extracted and registered. The processes of this step are functionally based on the original tables and the output of Algorithm 3.1. Table 2 displays the results of Algorithm 3.2.

Algorithm 1. Database source connection
Algorithm: MySQL connection based on R programming
Input: Database name, MSQL
Output: Connection name "MSQL"
Variables: Connection_name
1. begin
2. set "MSQL" is the connection name
3. username = "root"
4. password = "MySQL2020"
5. host = "127.0.0.1"
6. /* host based on the local connection */
7. loading (DBI) library
8. loading (RMySQL) library
9. MSQL = starts to connecting based on (username, password, host)
10. /*"MYSQL" the output of current algorithm */
11. End

Algorithm 2. Datasets extracting
Algorithm: Extracting the objects of the connected data source
Input: Connection name, tables names
Output: Seven tables (countries, departments, employees, jobs, job history, locations, regions) extracted and saved in R environment
1. begin
2. use the "MSQL" connection name
3. /* host based on the local connection */
4. loading (DBI) library
5. loading (RMySQL) library
6. MSQL = Extract (countries, departments, employees, jobs, job_history, locations, regions)
7. Save the tables in R environment
8. End

Algorithm 3.1. Datasets analyzing
Algorithm: Logical structure generating
Input: List of tables names
Output: Attributes properties (Table_1)
Variables: i, j
1. begin
2. i = {all the tuples ϵ" List of tables names "}
3. /* List of tables in this research from the second algorithm*/
4. j = {number of columns for each table ϵ {table i}}
5. for all the tuples ϵ (table i)
6. /* Select the first table till the end of the tables list */
7. for all the columns ϵ j
8. /* Select the first column till the last column in the current table i */
9. read the column properties for (table i)
10. register table name
11. extract & register column name (table i)
12. extract & register the ordinal position (table i)
13. extract & register column data types (table i)
14. extract & register maximum length (table i)
15. extract & register if the column nullable or not (table i)
16. save all the results in Table_1
17. next j /* Next column in current (table i) */
18. next i /* Next table in List of tables */
19. Report ← get message (Generate the final Table_1)
20. end
Table 1. The result of Algorithm 3.1 “Table_1”

<table>
<thead>
<tr>
<th>No</th>
<th>Table_name</th>
<th>Column_name</th>
<th>Ordinal_position</th>
<th>Data_type</th>
<th>Maximum_length</th>
<th>Is_nullable</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>countries</td>
<td>country_id</td>
<td>1</td>
<td>Varchar</td>
<td>40</td>
<td>No</td>
</tr>
<tr>
<td>2</td>
<td>countries</td>
<td>country_name</td>
<td>2</td>
<td>Varchar</td>
<td>40</td>
<td>No</td>
</tr>
<tr>
<td>3</td>
<td>countries</td>
<td>region_id</td>
<td>3</td>
<td>Int</td>
<td>30</td>
<td>No</td>
</tr>
<tr>
<td>4</td>
<td>departments</td>
<td>department_id</td>
<td>1</td>
<td>Int</td>
<td>30</td>
<td>No</td>
</tr>
<tr>
<td>5</td>
<td>departments</td>
<td>department_name</td>
<td>2</td>
<td>varchar</td>
<td>40</td>
<td>No</td>
</tr>
<tr>
<td>6</td>
<td>departments</td>
<td>manager_id</td>
<td>3</td>
<td>int</td>
<td>30</td>
<td>Yes</td>
</tr>
<tr>
<td>7</td>
<td>departments</td>
<td>location_id</td>
<td>4</td>
<td>int</td>
<td>30</td>
<td>No</td>
</tr>
<tr>
<td>8</td>
<td>employees</td>
<td>employee_id</td>
<td>1</td>
<td>int</td>
<td>30</td>
<td>No</td>
</tr>
<tr>
<td>9</td>
<td>employees</td>
<td>first_name</td>
<td>2</td>
<td>varchar</td>
<td>40</td>
<td>No</td>
</tr>
<tr>
<td>10</td>
<td>employees</td>
<td>last_name</td>
<td>3</td>
<td>varchar</td>
<td>40</td>
<td>No</td>
</tr>
<tr>
<td>11</td>
<td>employees</td>
<td>email</td>
<td>4</td>
<td>varchar</td>
<td>40</td>
<td>No</td>
</tr>
<tr>
<td>12</td>
<td>employees</td>
<td>phone_number</td>
<td>5</td>
<td>varchar</td>
<td>40</td>
<td>No</td>
</tr>
<tr>
<td>13</td>
<td>employees</td>
<td>hire_date</td>
<td>6</td>
<td>date</td>
<td>NA</td>
<td>No</td>
</tr>
<tr>
<td>14</td>
<td>employees</td>
<td>job_id</td>
<td>7</td>
<td>varchar</td>
<td>40</td>
<td>No</td>
</tr>
<tr>
<td>15</td>
<td>employees</td>
<td>salary</td>
<td>8</td>
<td>int</td>
<td>30</td>
<td>No</td>
</tr>
<tr>
<td>16</td>
<td>employees</td>
<td>commission_pct</td>
<td>9</td>
<td>int</td>
<td>30</td>
<td>Yes</td>
</tr>
<tr>
<td>17</td>
<td>employees</td>
<td>manager_id</td>
<td>10</td>
<td>int</td>
<td>30</td>
<td>Yes</td>
</tr>
<tr>
<td>18</td>
<td>employees</td>
<td>department_id</td>
<td>11</td>
<td>int</td>
<td>30</td>
<td>Yes</td>
</tr>
<tr>
<td>19</td>
<td>jobs</td>
<td>job_id</td>
<td>1</td>
<td>varchar</td>
<td>40</td>
<td>No</td>
</tr>
<tr>
<td>20</td>
<td>jobs</td>
<td>job_title</td>
<td>2</td>
<td>varchar</td>
<td>40</td>
<td>No</td>
</tr>
<tr>
<td>21</td>
<td>jobs</td>
<td>min_salary</td>
<td>3</td>
<td>int</td>
<td>30</td>
<td>No</td>
</tr>
<tr>
<td>22</td>
<td>jobs</td>
<td>max_salary</td>
<td>4</td>
<td>int</td>
<td>30</td>
<td>No</td>
</tr>
<tr>
<td>23</td>
<td>job_history</td>
<td>employee_id</td>
<td>1</td>
<td>int</td>
<td>30</td>
<td>No</td>
</tr>
<tr>
<td>24</td>
<td>job_history</td>
<td>start_date</td>
<td>2</td>
<td>date</td>
<td>NA</td>
<td>No</td>
</tr>
<tr>
<td>25</td>
<td>job_history</td>
<td>end_date</td>
<td>3</td>
<td>date</td>
<td>NA</td>
<td>No</td>
</tr>
<tr>
<td>26</td>
<td>job_history</td>
<td>job_id</td>
<td>4</td>
<td>varchar</td>
<td>40</td>
<td>No</td>
</tr>
<tr>
<td>27</td>
<td>job_history</td>
<td>department_id</td>
<td>5</td>
<td>int</td>
<td>30</td>
<td>No</td>
</tr>
<tr>
<td>28</td>
<td>locations</td>
<td>location_id</td>
<td>1</td>
<td>int</td>
<td>30</td>
<td>No</td>
</tr>
<tr>
<td>29</td>
<td>locations</td>
<td>street_address</td>
<td>2</td>
<td>varchar</td>
<td>40</td>
<td>No</td>
</tr>
<tr>
<td>30</td>
<td>locations</td>
<td>postal_code</td>
<td>3</td>
<td>varchar</td>
<td>40</td>
<td>Yes</td>
</tr>
<tr>
<td>31</td>
<td>locations</td>
<td>city</td>
<td>4</td>
<td>varchar</td>
<td>40</td>
<td>No</td>
</tr>
<tr>
<td>32</td>
<td>locations</td>
<td>state_province</td>
<td>5</td>
<td>varchar</td>
<td>40</td>
<td>Yes</td>
</tr>
<tr>
<td>33</td>
<td>locations</td>
<td>country_id</td>
<td>6</td>
<td>varchar</td>
<td>40</td>
<td>No</td>
</tr>
<tr>
<td>34</td>
<td>regions</td>
<td>region_id</td>
<td>1</td>
<td>int</td>
<td>30</td>
<td>No</td>
</tr>
<tr>
<td>35</td>
<td>regions</td>
<td>region_name</td>
<td>2</td>
<td>varchar</td>
<td>40</td>
<td>No</td>
</tr>
</tbody>
</table>

Algorithm 3.2. Unique key

Algorithm: Unique key information extraction

Input: Table_1

Output: Attributes unique key information (Table_2)

Variables: i, Table_1, p1, p2, p3, p4, p5, p6

1. begin
2. i = {all the tuples ∈ " Table_1 "}
3. for all the tuples ∈ (table i)
4. P1 = Table_1 (i, 1)
5. /* p1 Used to record table name*/
6. P2 = Table_1 (i, 2)
7. /* p2 Used to record column name*/
8. P3 = Table_1 (i, 6)
9. /* p3 Used to record if the column is null or not*/
10. P4 = select the number of the alltable tuples of the current table based on (p1)
11. P5 = select the number of all the distinct table tuples of the current table based on (p1)
12. P6 = p4 -1
13. If ([p4 = p5] & [p6 = p4]) then
14. Column_Uriqne = "YES"
15. Else
16. Column_Uriqne = "NO"
17. End if
18. Table_2 = (p1, p2, p3, Column_Uriqne)
19. next i
20. Report ← get message (Generate the final Table_2)
21. End

Notably, we assigned the rules (rules 6–10) to identify the table relationships mentioned in section 2.2 for Algorithm 3.3 in order to generate information about the relationships between the attributes of a group of tables. The Algorithm 3.3 processes are based on both the results of Algorithms 3.1 "Table_1" and 3.2 "Table_2," as well as original tables stored in the R environment as R data frames. As a result of this
algorithm, all the relationships between tables attributes are extracted and registered. This step act based on the original tables, and the output of Algorithm 3.1 with Algorithm 3.2 as shown in Table 3, displays the outcomes of Algorithm 3.3 (In Appendix).

<table>
<thead>
<tr>
<th>No</th>
<th>Table name</th>
<th>Column name</th>
<th>Column Null</th>
<th>Column Unique</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>countries</td>
<td>country_id</td>
<td>No</td>
<td>YES</td>
</tr>
<tr>
<td>2</td>
<td>countries</td>
<td>country_name</td>
<td>No</td>
<td>YES</td>
</tr>
<tr>
<td>3</td>
<td>countries</td>
<td>region_id</td>
<td>No</td>
<td>NO</td>
</tr>
<tr>
<td>4</td>
<td>departments</td>
<td>department_id</td>
<td>No</td>
<td>YES</td>
</tr>
<tr>
<td>5</td>
<td>departments</td>
<td>department_name</td>
<td>No</td>
<td>YES</td>
</tr>
<tr>
<td>6</td>
<td>departments</td>
<td>manager_id</td>
<td>Yes</td>
<td>NO</td>
</tr>
<tr>
<td>7</td>
<td>departments</td>
<td>location_id</td>
<td>No</td>
<td>NO</td>
</tr>
<tr>
<td>8</td>
<td>employees</td>
<td>employee_id</td>
<td>No</td>
<td>YES</td>
</tr>
<tr>
<td>9</td>
<td>employees</td>
<td>first_name</td>
<td>No</td>
<td>NO</td>
</tr>
<tr>
<td>10</td>
<td>employees</td>
<td>last_name</td>
<td>No</td>
<td>NO</td>
</tr>
<tr>
<td>11</td>
<td>employees</td>
<td>email</td>
<td>No</td>
<td>YES</td>
</tr>
<tr>
<td>12</td>
<td>employees</td>
<td>phone_number</td>
<td>No</td>
<td>YES</td>
</tr>
<tr>
<td>13</td>
<td>employees</td>
<td>hire_date</td>
<td>No</td>
<td>NO</td>
</tr>
<tr>
<td>14</td>
<td>employees</td>
<td>job_id</td>
<td>No</td>
<td>NO</td>
</tr>
<tr>
<td>15</td>
<td>employees</td>
<td>salary</td>
<td>No</td>
<td>NO</td>
</tr>
<tr>
<td>16</td>
<td>employees</td>
<td>commission_pct</td>
<td>Yes</td>
<td>NO</td>
</tr>
<tr>
<td>17</td>
<td>employees</td>
<td>manager_id</td>
<td>Yes</td>
<td>NO</td>
</tr>
<tr>
<td>18</td>
<td>employees</td>
<td>department_id</td>
<td>Yes</td>
<td>NO</td>
</tr>
<tr>
<td>19</td>
<td>jobs</td>
<td>job_id</td>
<td>No</td>
<td>YES</td>
</tr>
<tr>
<td>20</td>
<td>jobs</td>
<td>job_title</td>
<td>No</td>
<td>YES</td>
</tr>
<tr>
<td>21</td>
<td>jobs</td>
<td>min_salary</td>
<td>No</td>
<td>NO</td>
</tr>
<tr>
<td>22</td>
<td>jobs</td>
<td>max_salary</td>
<td>No</td>
<td>NO</td>
</tr>
<tr>
<td>23</td>
<td>job_history</td>
<td>employee_id</td>
<td>No</td>
<td>NO</td>
</tr>
<tr>
<td>24</td>
<td>job_history</td>
<td>start_date</td>
<td>No</td>
<td>NO</td>
</tr>
<tr>
<td>25</td>
<td>job_history</td>
<td>end_date</td>
<td>No</td>
<td>NO</td>
</tr>
<tr>
<td>26</td>
<td>job_history</td>
<td>job_id</td>
<td>No</td>
<td>NO</td>
</tr>
<tr>
<td>27</td>
<td>job_history</td>
<td>department_id</td>
<td>No</td>
<td>NO</td>
</tr>
<tr>
<td>28</td>
<td>locations</td>
<td>location_id</td>
<td>No</td>
<td>YES</td>
</tr>
<tr>
<td>29</td>
<td>locations</td>
<td>street_address</td>
<td>No</td>
<td>YES</td>
</tr>
<tr>
<td>30</td>
<td>locations</td>
<td>postal_code</td>
<td>Yes</td>
<td>NO</td>
</tr>
<tr>
<td>31</td>
<td>locations</td>
<td>city</td>
<td>No</td>
<td>YES</td>
</tr>
<tr>
<td>32</td>
<td>locations</td>
<td>state_province</td>
<td>Yes</td>
<td>NO</td>
</tr>
<tr>
<td>33</td>
<td>locations</td>
<td>country_id</td>
<td>No</td>
<td>NO</td>
</tr>
<tr>
<td>34</td>
<td>regions</td>
<td>region_id</td>
<td>No</td>
<td>YES</td>
</tr>
<tr>
<td>35</td>
<td>regions</td>
<td>region_name</td>
<td>No</td>
<td>YES</td>
</tr>
</tbody>
</table>

### Table 3. The result of Algorithm 3.3 “Table_3”

<table>
<thead>
<tr>
<th>Table name</th>
<th>Column name</th>
<th>Data type</th>
<th>Column unique</th>
<th>Key_1</th>
<th>Table name</th>
<th>Column name</th>
<th>Data type</th>
<th>Column unique</th>
<th>Key_2</th>
</tr>
</thead>
<tbody>
<tr>
<td>employees</td>
<td>employee_id</td>
<td>int</td>
<td>YES</td>
<td>P.K</td>
<td>departments</td>
<td>manager_id</td>
<td>int</td>
<td>NO</td>
<td>F.K</td>
</tr>
<tr>
<td>departments</td>
<td>department_id</td>
<td>int</td>
<td>YES</td>
<td>P.K</td>
<td>employees</td>
<td>department_id</td>
<td>int</td>
<td>NO</td>
<td>F.K</td>
</tr>
<tr>
<td>employees</td>
<td>employee_id</td>
<td>int</td>
<td>YES</td>
<td>P.K</td>
<td>employees</td>
<td>manager_id</td>
<td>int</td>
<td>NO</td>
<td>F.K</td>
</tr>
<tr>
<td>employees</td>
<td>job_id</td>
<td>varchar</td>
<td>NO</td>
<td>F.K</td>
<td>jobs</td>
<td>job_id</td>
<td>varchar</td>
<td>YES</td>
<td>P.K</td>
</tr>
<tr>
<td>job_history</td>
<td>employee_id</td>
<td>int</td>
<td>NO</td>
<td>F.K</td>
<td>employees</td>
<td>employee_id</td>
<td>int</td>
<td>YES</td>
<td>P.K</td>
</tr>
<tr>
<td>job_history</td>
<td>job_id</td>
<td>varchar</td>
<td>NO</td>
<td>F.K</td>
<td>jobs</td>
<td>job_id</td>
<td>varchar</td>
<td>YES</td>
<td>P.K</td>
</tr>
<tr>
<td>job_history</td>
<td>department_id</td>
<td>int</td>
<td>NO</td>
<td>F.K</td>
<td>departments</td>
<td>department_id</td>
<td>int</td>
<td>YES</td>
<td>P.K</td>
</tr>
<tr>
<td>locations</td>
<td>country_id</td>
<td>varchar</td>
<td>NO</td>
<td>F.K</td>
<td>countries</td>
<td>country_id</td>
<td>varchar</td>
<td>YES</td>
<td>P.K</td>
</tr>
<tr>
<td>regions</td>
<td>region_id</td>
<td>int</td>
<td>YES</td>
<td>P.K</td>
<td>countries</td>
<td>region_id</td>
<td>int</td>
<td>NO</td>
<td>F.K</td>
</tr>
</tbody>
</table>

### 3. RESULTS AND DISCUSSION

In this research, the adaptable method for dealing with various data storage systems has been presented. The SeDEM is used in conjunction with multiple data sources to generate metadata for single or multiple datasets. Experiments in the chosen case study confirmed that SeDEM improved the accuracy of describing storage data. Furthermore, the SeDEM's accurate information increases the integrity of data sharing between various information systems. Moreover, this accuracy leads to the completeness of data transformation from one system to another. According to the comparison of three parts, it can be deduced that the first part is the original database system, which is used in the research case study. The second
component is the R programming data frame, which uses the `str()` function to explain and provide information for any dataset in the R environment. The second section describes the developed method (SeDEM) in this study. The SeDEM results are shown in the Table 4.

<table>
<thead>
<tr>
<th>No</th>
<th>The criteria</th>
<th>HR MySQL DB the original system</th>
<th>R data frame <code>str()</code></th>
<th>SeDEM the developed method</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>The number of text value attributes</td>
<td>17</td>
<td>20</td>
<td>17</td>
</tr>
<tr>
<td>2</td>
<td>The number of numeric value attributes</td>
<td>15</td>
<td>15</td>
<td>15</td>
</tr>
<tr>
<td>3</td>
<td>The number of date value attributes</td>
<td>3</td>
<td>0</td>
<td>3</td>
</tr>
<tr>
<td>4</td>
<td>The numbers of primary keys attributes</td>
<td>6</td>
<td>0</td>
<td>6</td>
</tr>
<tr>
<td>5</td>
<td>The numbers of foreign keys attributes</td>
<td>10</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>6</td>
<td>The number of attributes that can accept null values</td>
<td>14</td>
<td>6</td>
<td>6</td>
</tr>
<tr>
<td>7</td>
<td>The number of relationships among the tables</td>
<td>10</td>
<td>0</td>
<td>10</td>
</tr>
</tbody>
</table>

4. **CONCLUSION**

This study developed a uniform method for generating metadata information from a variety of assigned source systems. Furthermore, the SeDEM-developed algorithms assisted in reducing the difficulties and time required to track each database system and obtain metadata information. Moreover, SeDEM can generate metadata information for data stored in a semi-structured file that lacks the ability to describe its contents. The developed method can extract the logical database structures, attribute constraints, and the relationship between all the tables' attributes from any selected datasets. All of the developed algorithms are written in the R programming language, which allows for greater flexibility in data analysis and support for various data visualization processes. The experimental results show that the SeDEM can improve information systems in any organization by providing a consistent method for extracting metadata data to assist in data transformation between different information systems. Furthermore, the SeDEM's accuracy in reading and defining data is equal or greater than the original system in the database system and greater than the R programming data frame data. This accuracy leads to data integrity and completeness, allowing data to be shared among various information systems. In the future, features for transforming extracted metadata and stored data to multiple database systems (SQL or NoSQL) can be added to SeDEM, extending the functionality of this developed method.

**APPENDIX**

**Algorithm 3.3. Attributes relationships**

**Algorithm:** Attributes relationships information extraction

**Input:** List of tables names, Table_1, Table_2

**Output:** Attributes relationships (Table_3)

**Variables:** m, n, Table_1, Table_2, p1, p2, p3, p4, p5, p6, p7, p8, p9, p10, p11, R1, R2

1. `begin`
2. `m = {all the tuples ϵ " Table_1 "}`
3. `n = {all the tuples ϵ " Table_1 "}`
4. `for all the tuples ϵ (table m)`
5. `for all the tuples ϵ (table n)`
6. `P1 = Table_1 (m, 4)`
7. `P2 = Table_1 (n, 4)`
8. ```
/* p1 & p2 Used to record data types based on table_1*/
9. `P3 = Table_1 (m, 1)`
10. `P4 = Table_1 (n, 1)`
11. ```
/* p3 & p4 Used to record tables names based on table_1*/
12. `P5 = Table_1 (m, 2)`
13. `P6 = Table_1 (n, 2)`
14. ```
/* p5 & p6 Used to record columns names based on table_1*/
15. `P7 = Table_1 (m, 6)`
16. ```
/* p7 Used for null value comparison*/
17. `R1 = The P5 holds any one of the current characters in column name (id or id or code or codes)`
18. `R2 = The P6 holds any one of the current characters in column name (id or id or code or codes)`
19. ```
/*R1 and R2 extendable by the user to unlimited words*/
20. `IF_1 ((p1= p2) & (R1 is True) & (R2 is True) & (P7 = "NO")) then`
21. ```
/*The First level comparison*/
22. `IF_2 (if the content value of attribute P6 in P5)`
23. ```
/*To check if the data in P6 is in the P5*/
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24. \( P_8 = (\text{Select column_unique from Table}_2 \text{ where table_name} = (p3) \text{ and column_name} = (p5)) \)
25. \( P_9 = (\text{Select column_unique from Table}_2 \text{ where table_name} = (p4) \text{ and column_name} = (p6)) \)
26. \( \text{If}_3 \) (p8 = 'yes') then \( P_{10} = 'P.K' \)
27. Else \( P_{10} = 'F.K' \)
28. End if_3
29. \( \text{If}_4 \) (p9 = 'yes') then \( P_{11} = 'P.K' \)
30. Else \( P_{11} = 'F.K' \)
31. End if_4
32. \( \text{If}_5 \) (p1=p2) & (p3=p4) & (p5=p6) & (p10=p11) & (p1=p2) then print "Error"
33. Else
34. Add to Table_3 the following new rows (p3, p5, p1, p8, p10, p4, p6, p2, p9, p11)
35. End if_5
36. End if_2
37. End if_1
38. next n
39. next m
40. Filter the duplicate records in Table_3
41. Report ← get message (Generate the final Table_3)
42. end
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